Heap Sort Algorithm

In this article, we will discuss the Heapsort Algorithm. Heap sort processes the elements by creating the min-heap or max-heap using the elements of the given array. Min-heap or max-heap represents the ordering of array in which the root element represents the minimum or maximum element of the array.

Heap sort basically recursively performs two main operations -

* Build a heap H, using the elements of array.
* Repeatedly delete the root element of the heap formed in 1st phase.

Before knowing more about the heap sort, let's first see a brief description of **Heap.**

What is a heap?

A heap is a complete binary tree, and the binary tree is a tree in which the node can have the utmost two children. A complete binary tree is a binary tree in which all the levels except the last level, i.e., leaf node, should be completely filled, and all the nodes should be left-justified.

What is heap sort?

Heapsort is a popular and efficient sorting algorithm. The concept of heap sort is to eliminate the elements one by one from the heap part of the list, and then insert them into the sorted part of the list.

Heapsort is the in-place sorting algorithm.

Now, let's see the algorithm of heap sort.

Algorithm

1. HeapSort(arr)
2. BuildMaxHeap(arr)
3. for i = length(arr) to 2
4. swap arr[1] with arr[i]
5. heap\_size[arr] = heap\_size[arr] ? 1
6. MaxHeapify(arr,1)
7. End

**BuildMaxHeap(arr)**

1. BuildMaxHeap(arr)
2. heap\_size(arr) = length(arr)
3. for i = length(arr)/2 to 1
4. MaxHeapify(arr,i)
5. End

**MaxHeapify(arr,i)**

1. MaxHeapify(arr,i)
2. L = left(i)
3. R = right(i)
4. if L ? heap\_size[arr] and arr[L] **>** arr[i]
5. largest = L
6. else
7. largest = i
8. if R ? heap\_size[arr] and arr[R] **>** arr[largest]
9. largest = R
10. if largest != i
11. swap arr[i] with arr[largest]
12. MaxHeapify(arr,largest)
13. End

Working of Heap sort Algorithm

Now, let's see the working of the Heapsort Algorithm.

In heap sort, basically, there are two phases involved in the sorting of elements. By using the heap sort algorithm, they are as follows -

* The first step includes the creation of a heap by adjusting the elements of the array.
* After the creation of heap, now remove the root element of the heap repeatedly by shifting it to the end of the array, and then store the heap structure with the remaining elements.

Now let's see the working of heap sort in detail by using an example. To understand it more clearly, let's take an unsorted array and try to sort it using heap sort. It will make the explanation clearer and easier.
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First, we have to construct a heap from the given array and convert it into max heap.
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After converting the given heap into max heap, the array elements are -
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Next, we have to delete the root element **(89)** from the max heap. To delete this node, we have to swap it with the last node, i.e. **(11).** After deleting the root element, we again have to heapify it to convert it into max heap.
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After swapping the array element **89** with **11,** and converting the heap into max-heap, the elements of array are -
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In the next step, again, we have to delete the root element **(81)** from the max heap. To delete this node, we have to swap it with the last node, i.e. **(54).** After deleting the root element, we again have to heapify it to convert it into max heap.
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After swapping the array element **81** with **54** and converting the heap into max-heap, the elements of array are -
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In the next step, we have to delete the root element **(76)** from the max heap again. To delete this node, we have to swap it with the last node, i.e. **(9).** After deleting the root element, we again have to heapify it to convert it into max heap.
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After swapping the array element **76** with **9** and converting the heap into max-heap, the elements of array are -
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In the next step, again we have to delete the root element **(54)** from the max heap. To delete this node, we have to swap it with the last node, i.e. **(14).** After deleting the root element, we again have to heapify it to convert it into max heap.
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After swapping the array element **54** with **14** and converting the heap into max-heap, the elements of array are -
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In the next step, again we have to delete the root element **(22)** from the max heap. To delete this node, we have to swap it with the last node, i.e. **(11).** After deleting the root element, we again have to heapify it to convert it into max heap.
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After swapping the array element **22** with **11** and converting the heap into max-heap, the elements of array are -
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In the next step, again we have to delete the root element **(14)** from the max heap. To delete this node, we have to swap it with the last node, i.e. **(9).** After deleting the root element, we again have to heapify it to convert it into max heap.
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After swapping the array element **14** with **9** and converting the heap into max-heap, the elements of array are -
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In the next step, again we have to delete the root element **(11)** from the max heap. To delete this node, we have to swap it with the last node, i.e. **(9).** After deleting the root element, we again have to heapify it to convert it into max heap.

![Heap Sort Algorithm](data:image/png;base64,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)

After swapping the array element **11** with **9,** the elements of array are -

![Heap Sort Algorithm](data:image/png;base64,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)

Now, heap has only one element left. After deleting it, heap will be empty.

![Heap Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfgAAABWCAMAAAAUl3RnAAAAyVBMVEX/////2WVOmLhAQEAAAAATdaCJus/E3Oesqrj///NvmLj/7tzkzcRvzfMQDgZOqtzk//9Ou+dOmMS/o0yAbTOs7v9OmNBANhnI//+O3v8xhqx/f3/PsFK/v7/fvlifiD8wKRPv7+/Iu7gQEBDPz8+OmLj//+ff39//3tCfn5/vy1/i8PNgYGBgUSYwMDAgICC11OE/j7KPejkgGw1doL5wcHCvlUVwXyxQRCDw9vnS5+unzNpsqcQifqavr697ssqPj49QUFCXwtW8kx/WAAAF9ElEQVR42u3cbXfSMBQH8KS9ZT5WZ9EqlLZYFHkeMB435ub3/1DepKkVFyYcoQeb+3vBWEo4Z+fPTW5hlBFCCCGEEEIIIYQQQgghhBBCCDkz7c7MTiBl9+9bjBigfT8EgHhZlQY+AIxmlH3ZNfoA04XHfxNMYgC7w0h5tR8ABgF/JKy6MGwwUlJ1jD3kWl2M/qHJSAm1h+AHfKfuABIq+hJqJTDhT/JcuGekZDrgBvwvujH0GSmVDsQB/6vugJIvlwbEXb6PAdQZKY1W4oZ8Pz7QGX1pNIcQ8D1144TexiuLGUz43gIYMlIKLVjyA0xomy8JGzf4Q8QJvYVXBndQ5Qfx6JyuFGy3yw/jA5X8/6+1q+A9L+B6Hu3yJdCHUJftEtCuD+umI0b+d4mupY9AcSN9Y0/n8v+7BkQ7co/9KSDdeh8Wuta/sjKv2bF9xmd985YZqK5b6V2MXQx7eMfnGrHNipIHf/yMvn6xpE/MPHbMH5kDqE7f21HyC2CFUcGfIqLP4glfvrA+fGTGSQb8kSpANhoDLLQ9QIsVBoN/neV0edyCl0vIZxNLvglVbfDZqK9f6z24Y0XJg/+mgn+V1f7zZ1isz+Tmj3WbFe5zMfLuvXqlZCOv84mKmHOZPa1pGjDXBr/MKx74Y90Cujttxb9WuaJLdTeHyac5quNqFVc/84l/Bm9if9cAT1fPoIYjQFyj4OAVrGP56ye1PmOUmKh8wKX85ZNIEx+V/qJu5ZTLrYlZ8DLxVxR8ZipO4Ls8GMCZBf9Jbczyh8paFbRaGVSwKtRvamHA18LWREktIThgYHenD96DjHtGwWM6aaIpjDFNVIUsUn6dbvtMhZ3epse3Jm6dzhl5Kq8LHkUuSPHkPIKXlSxDzvPDgDXBY5YYPPqMh9K5co3fnshS6V6xltOPzXKUiz0eesEKpg8ehYsYXD/i3tkEn+7nqiNT/lbx6cbQE2u8mqiTHTAq+BZE/CkT/elcWHjwMkMMSJW03L01wW/v8XLyuxsxvj1RSl8kquk7OsupsNRZBs+gyrWefgPHgwYrjAoeI1NteRa5Jvitrl6Vc7a25xO3mjs1G50seMdZ3TrO5oZd1RyntsaRilMR9y1x3xEsVnOuGLpyaqwII58/Yb7jLdsJtFlh8vN4GaHqyHBMGzw+PDuuJmV384mK2vazV8Ipgx9vLMz5u1OzNs6mJ4IfO2McErWOQ2PrOw5dM3SN84rw4HKN6jKUue/6kGaZsOKo4NViLwZUWPrgcTRv4LIVAOUTleyhl+wULMeqCBdp8CsxIjJd1fAWU3Z+4IFbp/Zrqe85Tk/dFuFeV9EBYODVwRRgxzfq3AdG9mruZP2mYd7IlDHzW3FjMaHmXKTBq1qXdV+IFkw0BQ8Zd841Avra7B7B314IPRk8Qxdp2Ji53OPVo36o4NXuXius0RvF/DHPB8kPuc4C2owcssfvDv7mV/CivRPhF6QOAdcI59VqFHI912bk34JPA15tnHUavDpyjStAQdow4AeKSv7FyX77aEs96umDd25XrDd2LLW5r2V7h1asKH0I+U5G/pPtfdI5RvBKRR/8eOOgWk8eQBX5CsDGrzBtWFLBb2kD2P9c9N8tRWziMvE1nqyjG/wh9vj1bW38Pa3vK2tzvRaHxHl9cfrg8QN03ZIXPGM2AMya7GTy5i6X9fUFaibTLt/fEkp/8asOoGSmqfoTBn91Xalhj1+kOxgcstDP2NG07LM0hFS/wTKnD36MG/2YFasPEd9T4A6bpQ/ehtSo3mSn0RPN/rbVj8oPVrDmEKJ9czfhSih3AGDG9XubI4j2y738Gzzqi9hN+EPldS2jfXIv+5mc1ARITPg7pfYQqvwv5q4ZV7PtwMygKz807fwjGa3uAkYG7O/o4Y4ZpQ5u9Ylynxpz3XLjPnpsDWEacS3Ph8SwOjBKZwTuIny0yE+mkNQNKXdTdYYA8WIe/grdq/oAI4q9/Nr1IaDYFwCNZkb08oSxZqM+s6V+/c64VocQQgghhBBCCCGEEEIIIYQQQg7yEzchihSUDHP+AAAAAElFTkSuQmCC)

After completion of sorting, the array elements are -

![Heap Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfQAAABGCAMAAAANfZZyAAAAP1BMVEUAAACmz4wAAAAqNCN/f39AQEBTaEZ9m2mcwoNogVgVGhKRtXs+TjWHqHIfJxpddE9JWz1yjmA0QSy/v7+fn59h0L1kAAAAAXRSTlMAQObYZgAABM1JREFUeNrtmuvSkzAQhmVXc+Ss93+tJoSwdphhaUVE531+VOj0zcZ9Gk5fvwAAAAAAAAAAAAAAAP4238D/xI9T0inwxwT6B2KVnvqPs0qTPi969f+Wvp6TbpqPMfQPxCqW7MdZMp8XvbW3kA7pkA7pkA7pkA7pj7QH6ZAO6ZAO6ZAO6ZAO6ZAO6ZAO6Y+1B+mQDukPks4Lvmm6stVB+j8lPRrmeXDvTYwWTP4PL9gTMW8yftufjJlOtyGOzDzGrc9t2h3cmf5HU5EmuLTjFOneCHYdfUxz8O5EUTfM6aPTrxOIJ3orMSnY+uulj1Twf1w6U4Y3GWknKrHdLE3pDa+704n+W6rI0C1Rq610JsG8VB3Uop4K7GQCVu3ta0wKhu5i6SNVJkX6/v06Kn8knbe8Xq1dkvW76fq8tbx0b0qXt9xb0kvVleCUolOenmnzqzsnfR9L9FSJl0qPpY8uu3d/WHpn7SDSvTRPrWbL8nJtypTKuWDsy3rVpbe2UN8KeThder+EpnVt5+JTPliT1YoG+XLmaadBekX6LlY61KdQZCK+VLqpx/U5bfwp6YLd5u/k2HKimu3L5Pqytn3o6hinpJvdzPtGl75O1ZT1ELdloZ7TI9FcN3gdTJW+j/G6wl1IGxdJr5PZWjPfKX0sW3pM2Ff6RHrRZ3XpI4/lm1XygwxzQnrbrNlZkX4QI+Kt08Ofkk43Su/kRPWO9FBS0qXwgfSZaDx/yzasK5xfSquHd7dm/Tnp+9ir9PlK6WOdlrlXep/D0Vr3lvRhjYs9c0o6pxmGer83LRat7RTpYsKs/zY+pOzcqdJtKuetldOIIn0fW3sUa5ivlG7XQ91Aie4W6au9sIxg35HeyRzrIO6dq3dfz5BelpEm3ddTeTLBMo5SdKSVqEk/iGX5cbl8TVwkXW5MQnq5VbqjnNCl750PrzqURVdoKcyG612TKVPQpctClycTszEhO1GKeqr0TpF+EHPLVkpeLF0eAIx84+F9zicpXfreefvaId+cke7s8pqK9nK00KXLQt+k2/WZwaheyBFPrvOkX70fxbpAC/6qw7vgZ+bWNv2N0okEo8QU55p0waXEMmtBkS4LvWyNdRw+KCrP+0rJqEg/irlhefbsLpcuLemfLF1xrkiXaZ6VLmV2B2jWpMtH27SlSD+KyZO68Y9IH9LAt0nnQsinLK/EFOdvSF8Eei6kHWZVepAv5bBdUPR3S5+JpmulT3JhfJP0gnZO152flc5FlpG7evWcvl/o8kTOp6moh/dZuqpIP4pN2yyaS6VbCoO149LUx0qPlDAFX/8wUbCq9DHfo5vl8n3Spe8Xujipd9GkFM3SeMof1S/kjmKG2NupTbv+Wum93CU8V7olgZfchlGlt1RpG0X6wUKXv7KJghtu2WTiV0qPa09G93u/7niu9GYKlAlT86Z0fh3ezTKOUtSG1ZZrFOlHMctld7j+lzPOGjO5e37s5l6efspjWDUmdDknRFV6ovNmeH1fewxbq77OL3o5nyhFu/xRJ7tpKLVJ+1ic0u5jfiP3tBh+IwfpkA7pkP5se5AO6ZAO6ZAO6ZAO6ZAO6ZAO6ZD+WHuQDumQDumQDumQDumQ/gKB/4lz0r+C/4nvXwAAAAAAAAAA/Cv8BKQnn6Q+POCFAAAAAElFTkSuQmCC)

Now, the array is completely sorted.

Heap sort complexity

Now, let's see the time complexity of Heap sort in the best case, average case, and worst case. We will also see the space complexity of Heapsort.

1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n logn) |
| **Average Case** | O(n log n) |
| **Worst Case** | O(n log n) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of heap sort is **O(n logn).**
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of heap sort is **O(n log n).**
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of heap sort is **O(n log n).**

The time complexity of heap sort is **O(n logn)** in all three cases (best case, average case, and worst case). The height of a complete binary tree having n elements is **logn.**

2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |
| **Stable** | N0 |

* The space complexity of Heap sort is O(1).

Implementation of Heapsort

Now, let's see the programs of Heap sort in different programming languages.

**Program:** Write a program to implement heap sort in C language.

1. #include **<stdio.h>**
2. /\* function to heapify a subtree. Here 'i' is the
3. index of root node in array a[], and 'n' is the size of heap. \*/
4. void heapify(int a[], int n, int i)
5. {
6. int largest = i; // Initialize largest as root
7. int left = 2 \* i + 1; // left child
8. int right = 2 \* i + 2; // right child
9. // If left child is larger than root
10. if (left **<** **n** && a[left] **>** a[largest])
11. largest = left;
12. // If right child is larger than root
13. if (right **<** **n** && a[right] **>** a[largest])
14. largest = right;
15. // If root is not largest
16. if (largest != i) {
17. // swap a[i] with a[largest]
18. int temp = a[i];
19. a[i] = a[largest];
20. a[largest] = temp;
22. heapify(a, n, largest);
23. }
24. }
25. /\*Function to implement the heap sort\*/
26. void heapSort(int a[], int n)
27. {
28. for (int i = n / 2 - 1; i **>**= 0; i--)
29. heapify(a, n, i);
30. // One by one extract an element from heap
31. for (int i = n - 1; i **>**= 0; i--) {
32. /\* Move current root element to end\*/
33. // swap a[0] with a[i]
34. int temp = a[0];
35. a[0] = a[i];
36. a[i] = temp;
38. heapify(a, i, 0);
39. }
40. }
41. /\* function to print the array elements \*/
42. void printArr(int arr[], int n)
43. {
44. for (int i = 0; i **<** **n**; ++i)
45. {
46. printf("%d", arr[i]);
47. printf(" ");
48. }
50. }
51. int main()
52. {
53. int a[] = {48, 10, 23, 43, 28, 26, 1};
54. int n = sizeof(a) / sizeof(a[0]);
55. printf("Before sorting array elements are - \n");
56. printArr(a, n);
57. heapSort(a, n);
58. printf("\nAfter sorting array elements are - \n");
59. printArr(a, n);
60. return 0;
61. }

**Output**

![Heap Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlsAAABFCAMAAABKWNOBAAAArlBMVEUAAADl5eUAAo4AAWO6YACfAADCwZBvAAAAkcLlv47NjAAAZaw7rdi15eWc2OWd2MPl1qzl5cLhqmJ7w+XS5eXl5dc9rcK82K18w9ilwqzdwI+25cOd2NjY16zHq2Tlv6uPj4+25dgAkcHT5djGq6sAZZCZYgDBwdfT5cLNjHesrGVuAGGfAF+0jgB8w8Plv7/cwKusrJBuAI25YIwAAWaa2OV3w9hRkcG62KzMiwATcETzAAAEvUlEQVR42uybi07cMBBF45AFO3EWSIDSpYWWPun7rfb/f6yTcW+SZRSxqCAgukdAmPF4xshXtkmyGSGEEEImyWvn9rL7SnXgQkYeAueuoxm7jovsfzhCd39LGsi3Nx0HuVvOO139KgbH1u5iKvZ+zCm19VDotPVjd6E74aFMh3fCvsgrqi2XINtQg/aBVsLeFJfjJEwI2Luk29nSuTLFXyz3x3ub29vp++EK/9ZSfz9EOOpDW7Drz/Xh99qVsFEP48A4J+tqP8rw5sGm+CfthPnJol+3YhD7eeesRWnP+nZQncr3i8LEYb0YNCAT/WgnaxvRi0SAV6/Trol+uMLvVQAB4aiPvLCltIyiWsFGPYwD4zR1J/4u0XRHmZEbWrd+6nojlNCWTo9ODCSC9vEklCbOamtbU2oc5rBPGBCGK/xd/jJpNoH6CIQthnxVK9ioh3FgnBN1xaSWbgect/LfOvfChLbUNmw9Ka6hLaRGV+m2MtqCXxeuGDKA+giEDW3BNtrqk9q6yEvAbWjrPGSxGWkLEjkuMAdo74mlTpSJkwZdcy5pS0Oi7onQioSZdWvwy88LLFuoj0DYI23BRj2MA+OcqKt5yM2D41Y63LZpb4jpLJ82i0a3FN1D0A5iMm1cdaD+1mmANO+9X7p9jTuTOQdeWl8eBPTDFX6NkJ8A9ZEXtqT/VsupHDbqYRwY51Rd6cc9cQ5c7/aG579vZGOqp9c53LS8/042I+pWuyl5zZ2KEEIIIYSQq2j1jO31NtdAdAGn6jV/q3F6/0j62TzqN/E2v/rxVKYc1eX7WfPByy3NdH/Ah5E3DA9hfLN+fzwGaRcB+WDywG/iNb/1p4fZAHXJPMhPPqgmStHR4x3znlTnzz5JQI/G4WryGH+ykd/47auI1NZsaEu5XZ5mNH9n5xjPCwH0ptdg8sBv4vv81k9tzRQf9FEM3vEzcxzLpC17ez3Kecnkgd/Ga37rr74snWuorTkS/z2rrlaY1au05fujuoeIhjzwm3ibP/m9C11+amue4JWUqfMWFiQrqKPC5DF+jbf54c9P9LBHbc0T1UT10a5b2vhV2k7XJKEd2kb8bxcmD/yX4k1+9UPUR1y35onHhx9wHoJXHevPmDUsOVptNnmS38Qjv/Hrb2EtCz8cQQghhBBCCCGEEPK3nTtKQRgGoihKqR8FwY8oom7E/e9MgzxF3seQodAy3AtdQYYQknIId4u2bj7palSPetcD7hat03x/Nr3YfNYGd4vWaWn9CVnultwquVRyqnC3aLxb90Js35JLJacKd4uGOz76Z7Mll0pLirtFo8mtsdl6z4TWHneLxtPvekvTAPzcqvZdUtwtynTpB9rzNGn/klsll0pOFe4W7TLcLfoPd4t2Hu4WEREREdGKmbOVc7fc0YrdLXe63AHjzrxE8q6S7pY7Wu5uRU6XO2DcQhRJs5Vxt9zRcncrdrrcAWPjqpHPVuxuBY6WuVuB0+UOGJVIU5Fwt8zRitwtd7rcAeOfvTppthLuljtagbvlTpc7YEg2ddJKJtwtd7QCd8ucLnfAOG8VSrOVcLfc0QrcLXe63AFj36qSvKuMu+WOVuRuudPlDhjnLSIiIiIiIiIiIiKq2gs5K2dSS1bYMAAAAABJRU5ErkJggg==)

**Program:** Write a program to implement heap sort in C++.

1. #include **<iostream>**
2. using namespace std;
3. /\* function to heapify a subtree. Here 'i' is the
4. index of root node in array a[], and 'n' is the size of heap. \*/
5. void heapify(int a[], int n, int i)
6. {
7. int largest = i; // Initialize largest as root
8. int left = 2 \* i + 1; // left child
9. int right = 2 \* i + 2; // right child
10. // If left child is larger than root
11. if (left **<** **n** && a[left] **>** a[largest])
12. largest = left;
13. // If right child is larger than root
14. if (right **<** **n** && a[right] **>** a[largest])
15. largest = right;
16. // If root is not largest
17. if (largest != i) {
18. // swap a[i] with a[largest]
19. int temp = a[i];
20. a[i] = a[largest];
21. a[largest] = temp;
23. heapify(a, n, largest);
24. }
25. }
26. /\*Function to implement the heap sort\*/
27. void heapSort(int a[], int n)
28. {
30. for (int i = n / 2 - 1; i **>**= 0; i--)
31. heapify(a, n, i);
32. // One by one extract an element from heap
33. for (int i = n - 1; i **>**= 0; i--) {
34. /\* Move current root element to end\*/
35. // swap a[0] with a[i]
36. int temp = a[0];
37. a[0] = a[i];
38. a[i] = temp;
40. heapify(a, i, 0);
41. }
42. }
43. /\* function to print the array elements \*/
44. void printArr(int a[], int n)
45. {
46. for (int i = 0; i **<** **n**; ++i)
47. {
48. cout**<<a**[i]**<<**" ";
49. }
51. }
52. int main()
53. {
54. int a[] = {47, 9, 22, 42, 27, 25, 0};
55. int n = sizeof(a) / sizeof(a[0]);
56. cout**<<**"Before sorting array elements are - \n";
57. printArr(a, n);
58. heapSort(a, n);
59. cout**<<**"\nAfter sorting array elements are - \n";
60. printArr(a, n);
61. return 0;
62. }

**Output**

![Heap Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement heap sort in C#.

1. using System;
2. class HeapSort {
3. /\* function to heapify a subtree. Here 'i' is the
4. index of root node in array a[], and 'n' is the size of heap. \*/
5. static void heapify(int[] a, int n, int i)
6. {
7. int largest = i; // Initialize largest as root
8. int left = 2 \* i + 1; // left child
9. int right = 2 \* i + 2; // right child
10. // If left child is larger than root
11. if (left **<** **n** && a[left] **>** a[largest])
12. largest = left;
13. // If right child is larger than root
14. if (right **<** **n** && a[right] **>** a[largest])
15. largest = right;
16. // If root is not largest
17. if (largest != i) {
18. // swap a[i] with a[largest]
19. int temp = a[i];
20. a[i] = a[largest];
21. a[largest] = temp;
23. heapify(a, n, largest);
24. }
25. }
26. /\*Function to implement the heap sort\*/
27. static void heapSort(int[] a, int n)
28. {
29. for (int i = n / 2 - 1; i **>**= 0; i--)
30. heapify(a, n, i);
32. // One by one extract an element from heap
33. for (int i = n - 1; i **>**= 0; i--) {
34. /\* Move current root element to end\*/
35. // swap a[0] with a[i]
36. int temp = a[0];
37. a[0] = a[i];
38. a[i] = temp;
40. heapify(a, i, 0);
41. }
42. }
43. /\* function to print the array elements \*/
44. static void printArr(int[] a, int n)
45. {
46. for (int i = 0; i **<** **n**; ++i)
47. Console.Write(a[i] + " ");
48. }
49. static void Main()
50. {
51. int[] a = {46, 8, 21, 41, 26, 24, -1};
52. int n = a.Length;
53. Console.Write("Before sorting array elements are - \n");
54. printArr(a, n);
55. heapSort(a, n);
56. Console.Write("\nAfter sorting array elements are - \n");
57. printArr(a, n);
58. }
59. }

**Output**

![Heap Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAksAAABJCAMAAAAaNJISAAAAqFBMVEUAAADl5eUAAo4AAWPCwZCfAAC6YADNjADlv45vAAAAkcI7rdgAZay15eWd2MMAb6Sc2OXl5cLl1qx7w+XhqmLS5eU9rcLl5de82K18w9i25cPdwI/jwKud2NilwqzY16yPj4/Hq2S25dgAkcHhqWXT5djGq6sAZZCfAF+ZYgDBwddXjK/Ddo1uAGHlv79uAI0AAWasrGXNjGG0jgB3w9i62Kzl1qp0AABHNO0MAAAFGUlEQVR42uyciVLbMBCGbQfHxgdOSIC2oSf0pvf1/m/WlcSHnex4BlrD2Jn9piXselersf6RhGyImsgwBsG0ZJiWjNHRRJqkjuPjaKxUJ3EeGSOkuYgdl13f43n0P5ySXtzTmCcHt+2H8ZA00YXT0c/OfZ8dpX3R4xhD09I4CVr6epT6le1Mbn8RC0uRU+lt+chlWVlzvWUlYR/mu3ESJuSsRZJ2vojjLMR/Xyy7a1V8fHiTxyf+2cJ/f0Y49dESdv25Pruq4wybevSDfvbVDXkmu2G0FAtZWNmSJ+nNvFTmYr9yzlqU9eLmOlQv5f/ruYpjPmjHXAb20WG0Wos+JALevg+rIHl84i/8gOeEU592saW09KLaYFOPftDP3rrkBZyGww0x/nFeWlwmdbiHaEmGIwwEkuD61k3PVJzW0oFvUuI6Y0aDOWF84nftZ0GjAeoTiC2G/Ks22NSjH/Szp66Ypp1h90vJr6AJoU9LYitmT+d30BJNkyppG6Ul/H5iYlqiPoEdGy1hKy3RaE9dl2cMqaWLPCrXrZaQhFsAGGuuQ5mFgenGcUHmlF0t+ZBymXa0IWFqXmr98vWKaYn6BGJ3tIRNPfpBP3vrSp4x5JnA7z9ujyrIvQ977zD5uz3O9R6W61AGU8dVJ+L34UIml48/LeKljzuXMYZCrr45ycnjE7+LcCZQn3axpfkvteyisalHP+hnX13JszVuiufedztuKOzHq0nxsFqqnt9lc7Ky8+1J8YBaKv3SeVuS2laeiWHPdo2h+BgZhs1LxrgwLRmDamm1THna0D2I8c9AW1bXdsmxD7h8/CqedpWfPEVp7ydNk8aJJhwhJnW2+/N7kW+fO5diFzkH1eDy8QPxtKv85Cl8O8YEadwD13dHqX4FrnDPHp51JybsrbEmH7+Kp13lJ09hWpomoqVVJsfRagS9nXyLlL5UpM/Hr+LxKr/LMy3tE41bx/yYVu4dsnUEvOMGLHtqrMnHvx1Pu8pPHvDekGlpsjROMn4zXMT51npUbZRqlqmeN8jHr+Jpd8dPns1Le0PDI9fwnposPlCyX4KCgVdjreelNp52lV+wNW6vQEtBPN33x6ofjGorAQm8rZaIp91dv2lp72g4SAo7lhy/M9kvYQrL1EV3L5CPX8XTrvJTF9rW7GX+SWLn3oZpyRgbpiXDtGSMDdOSYVoyxoZpyRiKxv7ukjEQzWzBr4fw0Ox0bn93yfjb3hnjIAzDUHRnyVKGnqH3vx+Jqg/DH1xXDLb6nsRiefNXiJLwuMFYl27HphuNcxZ4l+Bell7busKVd0neInmJ5CnCuwRxlvbll7B1SV4ieYrwLkGYpTmO+bEsyUukEeJdgoAhr4llaWZAs8a7BBc4zudur00D/3mLtu8I8S7BBcZ7bkDXNlXrk7xF8hLJU4R3CUqce+NdegJhlvAuQZ0s4V16CNztAlmCapAlIEtQjWHeo4x/yX1KgX/JfU1WX/3svjsyzHuU8S+5TynwL5mvyeqrnyC1ZNj7oIx/yX1KgX/JfU1e3zmp7IllKe1fcp+S+5diX5Pq2AT6Msx7lPEvuU8p8C+Zr8nqZz/3rg2xdSnnX3KfUuBfMl+T1Wc/33MtsSxd9S8FPiXzLwWOHdXVz/a7H5allH/JfUqBfynO0urn/X9LhnmPUv4l9ykF/iXzNVl99fNLuI5w7g1kCapBloAsQTXIEpAlqAZZAv4jFarBugRkCapBloAsQTXIEvyJDxfBZ+xaXn/rAAAAAElFTkSuQmCC)

**Program:** Write a program to implement heap sort in Java.

1. class HeapSort
2. {
3. /\* function to heapify a subtree. Here 'i' is the
4. index of root node in array a[], and 'n' is the size of heap. \*/
5. static void heapify(int a[], int n, int i)
6. {
7. int largest = i; // Initialize largest as root
8. int left = 2 \* i + 1; // left child
9. int right = 2 \* i + 2; // right child
10. // If left child is larger than root
11. if (left **<** **n** && a[left] **>** a[largest])
12. largest = left;
13. // If right child is larger than root
14. if (right **<** **n** && a[right] **>** a[largest])
15. largest = right;
16. // If root is not largest
17. if (largest != i) {
18. // swap a[i] with a[largest]
19. int temp = a[i];
20. a[i] = a[largest];
21. a[largest] = temp;
23. heapify(a, n, largest);
24. }
25. }
26. /\*Function to implement the heap sort\*/
27. static void heapSort(int a[], int n)
28. {
29. for (int i = n / 2 - 1; i **>**= 0; i--)
30. heapify(a, n, i);
32. // One by one extract an element from heap
33. for (int i = n - 1; i **>**= 0; i--) {
34. /\* Move current root element to end\*/
35. // swap a[0] with a[i]
36. int temp = a[0];
37. a[0] = a[i];
38. a[i] = temp;
40. heapify(a, i, 0);
41. }
42. }
43. /\* function to print the array elements \*/
44. static void printArr(int a[], int n)
45. {
46. for (int i = 0; i **<** **n**; ++i)
47. System.out.print(a[i] + " ");
48. }
49. public static void main(String args[])
50. {
51. int a[] = {45, 7, 20, 40, 25, 23, -2};
52. int n = a.length;
53. System.out.print("Before sorting array elements are - \n");
54. printArr(a, n);
55. heapSort(a, n);
56. System.out.print("\nAfter sorting array elements are - \n");
57. printArr(a, n);
58. }
59. }

**Output**
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So, that's all about the article. Hope the article will be helpful and informative to you.

Insertion Sort Algorithm

In this article, we will discuss the Insertion sort Algorithm. The working procedure of insertion sort is also simple. This article will be very helpful and interesting to students as they might face insertion sort as a question in their examinations. So, it is important to discuss the topic.

Insertion sort works similar to the sorting of playing cards in hands. It is assumed that the first card is already sorted in the card game, and then we select an unsorted card. If the selected unsorted card is greater than the first card, it will be placed at the right side; otherwise, it will be placed at the left side. Similarly, all unsorted cards are taken and put in their exact place.

The same approach is applied in insertion sort. The idea behind the insertion sort is that first take one element, iterate it through the sorted array. Although it is simple to use, it is not appropriate for large data sets as the time complexity of insertion sort in the average case and worst case is **O(n2)**, where n is the number of items. Insertion sort is less efficient than the other sorting algorithms like heap sort, quick sort, merge sort, etc.

Insertion sort has various advantages such as -

* Simple implementation
* Efficient for small data sets
* Adaptive, i.e., it is appropriate for data sets that are already substantially sorted.

Now, let's see the algorithm of insertion sort.

Algorithm

The simple steps of achieving the insertion sort are listed as follows -

**Step 1 -** If the element is the first element, assume that it is already sorted. Return 1.

**Step2 -** Pick the next element, and store it separately in a **key.**

**Step3 -** Now, compare the **key** with all elements in the sorted array.

**Step 4 -** If the element in the sorted array is smaller than the current element, then move to the next element. Else, shift greater elements in the array towards the right.

**Step 5 -** Insert the value.

**Step 6 -** Repeat until the array is sorted.

Working of Insertion sort Algorithm

Now, let's see the working of the insertion sort Algorithm.

To understand the working of the insertion sort algorithm, let's take an unsorted array. It will be easier to understand the insertion sort via an example.

Let the elements of array are -
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Initially, the first two elements are compared in insertion sort.
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Here, 31 is greater than 12. That means both elements are already in ascending order. So, for now, 12 is stored in a sorted sub-array.
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Now, move to the next two elements and compare them.
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Here, 25 is smaller than 31. So, 31 is not at correct position. Now, swap 31 with 25. Along with swapping, insertion sort will also check it with all elements in the sorted array.

For now, the sorted array has only one element, i.e. 12. So, 25 is greater than 12. Hence, the sorted array remains sorted after swapping.
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Now, two elements in the sorted array are 12 and 25. Move forward to the next elements that are 31 and 8.
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Both 31 and 8 are not sorted. So, swap them.
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After swapping, elements 25 and 8 are unsorted.
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So, swap them.
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Now, elements 12 and 8 are unsorted.

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOQAAAAuCAMAAAAP+kVtAAAATlBMVEX/////5ZnjS1YAAACo0I3dxoXFQUuJe1JpXj8jHxXDr3WnlmR6KC5HQCtFVjqVMThdHyMfCgxacEwXHROuOUIvOieAn2xuiFw/FRiStHrDIX4cAAAB20lEQVRo3u3Y2Y6jMBCF4XF+lmD2JUu//4vO2GlUrfGCIjTSqLvOTQw5F3wqIFZ+aTQajUaj0fy48F2SRV4OclwojoI5yPmCUaQivyMSKvcxAlQJ5ASQQK7AsC/gHiIboH8ta66hQQotQBlDvk5fecW+h5w+aZU7NVNFkU//5RxFDktRPLySIT7JvjbGelwJEaQUSry4DJBXb5ej9yY5MnYyv40uiqTz1Sp5u95IIndI466/MTGkFFws9d+FlrYWZEn99u36BVmlkJPrZZBDHimGLFIMYcEhZXkGuTFGkd0f5Uh3SU9yPUDW2CxSCsbS5pH05gzySeLF0wFb+u16Z3Eql0cE2YMjRJFSkAOTRbbYM8iRMYGcmUUZItd1Xy0s0Ula8rerFFraLNI92CeQG9MljmT20C2BvPEh6zVAyrUnkVKwrpBDWuoTyIpnYjMwel7FFEcO3L8exJEldRophZLe5JE95gTSj0uQYSOBXHgUkvUWR9rcJKVAY/LIkusJ5Ex0WycznqhiyAfLJ3Z5TTVA+svLPZNSaDAHyBr7NnLEZ9oXVAHShfS2bsVnKD5wifyEtICzOQPI3iUstCQLe4VeN+iKVKQiFfnPkT/+L0mNRqPRaDQajeZ/zW/XijAkDWGk2wAAAABJRU5ErkJggg==)

So, swap them too.

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAN4AAAAuCAMAAABwK1ecAAAAM1BMVEX///+o0I3/5ZkAAAAdHhTdxoWStHpacEyJe1JpXj9FVjrDr3WnlmRuiFxHQCuAn2wvOid0Z9RWAAABxUlEQVRo3u2Y0W7DIAxFN64DFEKS///aFVjlrXbC0J7W+byUNEeVj2jSqG+GYRiGYbwqeBVO8t4HzAvScAOmBYnlWd4fz0u4czo94OtLqZKXAgFIfVHZZV49sfVlxI1nk8KKO4uW19++oZNn8o56SKTnpc8o3yT4ZyGFWl77kPTd26JzuWUtgJLHwoLWuoi8W6vmo6ndQ2ib47W8ghL4zI6gfjkP6HnMRnVycjKPhU5GfBZWrJHzFsSZvD5X0PO+n/EneekneZXLPJ5eCjWPl1N54T5YqYMP83YUffdokBeRZZ4U+u6t13nYJm8tgW8J13kHhMDfWVSKkrfxzUDkscAH7jJvRZ7MIxCwj/MKippHxG5Qdy+DRJ4urFiv84jcXB6oJe6jvB1JFQ54XpPI46lFnhQyC3peRpzLKy3MIw3yPA5VSNi/Huh5C6LMk8KCzV3nbXATeTz+MA+kCgHlnaFDz8ty9zQB5K7zFtwm8nhX0uiHgaBdnHzLDaHvpMhrg2nXnhQIbpAXkacfynD+UFbQSI8F/JNAD8E/fQr4qgJ6VXX5+UMKKy6ErmCzR2rLszzLs7xf5f3LPwINwzAMwzAMw5jiA54rKDJ0QPldAAAAAElFTkSuQmCC)

Now, the sorted array has three items that are 8, 12 and 25. Move to the next items that are 31 and 32.

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOAAAAAqCAMAAACdgKcBAAAAS1BMVEX///+o0I2cwuUAAAD/5ZmStHpacExFVjoYHRNAUF4VGx9uiFzdxoV3lK9mf5aJe1KHqMYrNkCAn2xUaHsvOidpXj/Dr3WnlmRHQCtNqd4mAAAB1klEQVRo3u3Y3W7aQBCG4cZv96deDMYYyP1fac00aBp78HalnjSd7yBZi09oHw14Lb55PB6Px+P5CF8lL4FvlTQV7NBVUi98r8WBDvwiwMSSl/uH8PhXWBK2hQyk5wKmLbAHzp3kwo8tUAtHlowWEA7L3yu/cmsDzo/LnG1g+mAFxBDWhRQXuwhJ9gTPl64bBDaCAdTCiGjHNVBgB72icYJEGVCwgIUS9ZWJaH5EZ2yg5tw/9t53BlALkoHLGnjnflLggVMjUHYWbeDnV8ILYPoToKQOHFGgRoC6bAPGZWtFtl4DThR7grkCvDDsALUgEzzuA3lvvslEvTnsA2c2Bf3k8kgxgGeQ7VtALehFtwu8c2sGZrIIa8BCMYE5azeaExzoN0C7cOS4D8y5+ZggC3KqASeSWZgJus4WUPdtA7UwaMEG3ji1AovQAqkCDMxmITH9fmEDRy4boFEYOXf7wHfaDnoFVIFksxApb5o828Bhb4JaoO/2gQeuTUCdTKodExnrS6q33xh1mp+AjLpzE6iFnq4CPHFrA0p4/ahWkKTngrAq5GchrN4F/XYtEVcP6LPYpiALKWwOeslVzgh/2HagAx3owL8G/G9/NvR4PB6Px+P5l/IT3tgwSMBQax8AAAAASUVORK5CYII=)

Hence, they are already sorted. Now, the sorted array includes 8, 12, 25 and 31.
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Move to the next elements that are 32 and 17.

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAN4AAAAwCAMAAABJ9zR3AAAANlBMVEX///+o0I2cwuUAAABFVjqStHpacEwXHROHqMZuiFxUaHuAn2wvOidmf5Z3lK8rNkAVGx9AUF6b0gHgAAAB1UlEQVRo3u2Y23bCIBBFK4dLCLn+/8+WQOPUZICy+mQ7+0Uwx8iGMLL8EARBEARBeDPwVyjoPRr0B/oTUA2gWoie6L25nkakODbAHC8eEXMPOAD6bACBT0y5aaEZvQ3AqiIzIgOnl9/ekVl69Kaj6xyvp7+kTArBXAPaRvM0aGh+hqaYCOmiATi9dVRqwa7UgOQ63PT2ZE29rtWDTYtjuLF5eEtXQoxmbhNEenzC5Sm86BHrpjILxqvejHkkvQFjj17+SsvrvV4xBT39E71EW28A6RGkR82mHm0IHwfe1gvwhcE39CxCXW/E8ly9ua6HtbO0WCoJdb0JtwA9szjwzC0muj2vtwJYqKOqejOWTj0HB4S2nodn9ZyjrC1MQOPhXLA991ldb9tUnx5cUgwtvQDNBiYYartbgmamoEdauYJW9RaMfXo+iRnohp7BxAY0wvcOr2dgy3pUUQasqq63QnXo0fCbenBswMI/CDfxeqG2elRRsKm63oC9Q49WRbd+GBy4zUkl19q8krdE+nht72E4xTaosh5V2M7SgvKhzCOhzwbMJeDOgMFB6RaasjAXvRmR/WzQAeU1kCNY5UgteqIneqL3K71/+UegIAiCIAiCIAjClU9B/iXL2hmRqgAAAABJRU5ErkJggg==)

17 is smaller than 32. So, swap them.

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPMAAABVCAMAAACrbSL+AAAANlBMVEX///+o0I0AAAD/AACStHpacExFVjoXHRNuiFyAn2wvOifdAABpAACJAAAjAADDAACnAABHAAAT9pikAAACfUlEQVR42uyX227DMAxDG0KWbP//By+XFdwSa8pgYMAC8aUOSlA8jpugr1QqlUqlUv9EeIp+w7wEmjcsfzEjmZM5mS/MilXuOEC2j4pVcjUYAH0vgDZ29GNZoD/MUBxqTgJLTDN3bLE2ZtbPIbKbIGeDlrXJTgIdb1tfHQ26ZwDqzuCVk8AS88wo+w7KqHBFLfymoQzPXYfDTIcd+wqNZog3w1himvnoUU7M1I0+eo+ZJm8Glz6zzDHzR1bXoJi5oTp9AuaCdpcZ3UtgiQlm5mFLjJk7LgaeNmyqg4jO+Ji5orkJLDHPbLAjM+xTh8xm9BZnVyxiZpaXwBLzzLCdu0XMzSncIVzbyMGmPjOPjJvAEjPMPE0CDZgFfWhQtK8X48aCEjDz4LoJLDHFzHkhM2xoKKgLZX3cuN24z9x5J4ElZph5/zR6VxmWgYEP/FJ4z785IOwaMPPp7CSwxOwzDJsWB2mXvheQk8HeBsEmL0LphTgz+KJyElgi/2MkczInczI/n/kpeqVSqVQqlUqlUqmPdu1mtWEYCqJwmbNUJFnv/7IFX4RUGog2/bntfKuEeHMINliMmZmZmf3fc89vOXvmBfFCwjN9N7v555u/ZuPK1CQNblWPp81SAR4KnVvCjSuEUaHfrUV60hytZftGSLhxZTca0BrPmi9ddTUXVULCjevnZvjYvKzm7WPCjSubqn7arAEh4caVaUjqHDZf6hASblzZdLXD5taYEm5c2V26jpq7KlPCjSu7onrUPARTwo0ru372P5f4PSTcuEK4c07u5/V8Dwk3rutWliK16Va47RfMSzRYEm5cf/c7hpvd7GY352r+K97MzMwsh3cL1UMR3kxAWwAAAABJRU5ErkJggg==)

Swapping makes 31 and 17 unsorted. So, swap them too.

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAABbCAMAAAB6UPiNAAAANlBMVEX///+o0I0AAAD/AACStHpacExFVjoXHRNuiFyAn2wvOieJAABpAADdAAAjAADDAACnAABHAAC670JTAAACjUlEQVR42uyX2w7CIBBE7WSXBf7/g21BM6ay0oTEh2bPg2Iclzl4aXwEQRAEQRAE/wN34bLwNmEp0PnHHiEcwiHcSNhx9wLkuMvYke+AAUh9cVD8EQmdMhpR+1LbLCfAEmvCFcdMGwun1w7SQpBzIOleo7VsN/4IPjoH6j6itFdLPzwnwBKLwtB2djJqm5GVzxQoAx9UUHgyQrwR1k99IMwAS6wI9z30JEwutE0Unozg0vGZC8uCML83GXqhbUF2ylwWRh36KAqFnQBLrAj3YUC50rbiK8APGQ7yZEQe/apV7k9hJ8ASC8IG6wOnbfNQ2IxZdUYw6pyZUdgJsMSiMKxJl5lwccpUCNc2GaHDEfRA8gMssSScm6ogTYQFdRhIKJ8PfgpXbI6PQCnsBXqJJWG2mQrDhgFF3ojV32eWPOHCd9gNsMSScD+0NLssGZyrrL5iynfbE1aUwQjIhwmSG2CJ1R8tHGyOTyO9F5BTwN4B4RRnBK9Jg0DiMIgTYIn48xDCIRzCIXwr4bvwCIIgCIIgCILg2a69rDoMw0AYPswsZTv2+7/sIXGLtAhOKaVUYb6VU7L5SXEuSEREROQecBdf/C7NK+CFZB/iFazgHw5+Z7iUTw1AmYvddhYMVJIFiKckGy7lQzGyH8Uop1d4htZwxCnZcCmjgUVwRzcPrjBOyYZLGZXTYOfBYZlsuJTRaC8HY/Ah2XApgw22B+z6RXD3XS3ZcCmD1rzM1sF+KpMNl9INVF+3ZfAG41Oy4dK4Y23xYBk8wq/JhktDTKdrYxVc48aWbLjU77LGg9m82qtgi3+GZMOl/mR5KKzYnT54HMq8J7lkw6WpXx4UrGAFK/jHg+/iT0REREREPucfq9VDNahytKUAAAAASUVORK5CYII=)

Now, swapping makes 25 and 17 unsorted. So, perform swapping again.

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO0AAAAtBAMAAACwi/EIAAAAHlBMVEX///+o0I0AAACStHpacExFVjoXHRNuiFyAn2wvOicc4LqhAAABrUlEQVRYw+3WQW6DMBAF0F7hm4DJrgyQkCXcANQLmBuERaUuQb0A3CCo6nkbp3GMTVVXXbRZ+O8YZf4TThR48PHx8fG589Af5PELN4EZBiuJa+De8O6/uyHRsoWlwECpbqESLRGNatCRQERUqI2IDgAaAf2BEzhR6XBnREfthmcySNCVqqX9LGhVbVjzHEzojTdMAhXd3G0d56gQpQ43A091y/B6uZjqawvfN9INssUxzktXSkc8M+XKvAOIM4ebY7NwrxeVcgHpyqmubdcuVm7gchsx1Ct36k2XnYxa021G090UAOK9w91QgZU7w3SHUQ/iDIyoVxtbKmC4M41ynDjcaEej7fK95T5DDy4/w02m73eyzjneARh6h7tDVNjuJEw3zhbuXF4OW7t8b7rSjHN87/ICQW65wQGmu030ICwg02o3yCy3qlGdHK50bJcdLbcSetD0kHnRbmzf79RjB4cbHBCmltvBcpvxNuAZgCeEhdpIwYzvl5VnNEpcLpjxPzkQ5ZyIUsUQkcABNzeSg4posZEDnbEhZA2V9/lc8K53f+/e0Xusj4+Pz8/yAY5Y4zTZ7jKIAAAAAElFTkSuQmCC)

Now, the array is completely sorted.

Insertion sort complexity

Now, let's see the time complexity of insertion sort in best case, average case, and in worst case. We will also see the space complexity of insertion sort.

1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n) |
| **Average Case** | O(n2) |
| **Worst Case** | O(n2) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of insertion sort is **O(n)**.
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of insertion sort is **O(n2)**.
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of insertion sort is **O(n2)**.

2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |
| **Stable** | YES |

* The space complexity of insertion sort is O(1). It is because, in insertion sort, an extra variable is required for swapping.

Implementation of insertion sort

Now, let's see the programs of insertion sort in different programming languages.

**Program:** Write a program to implement insertion sort in C language.

1. #include <stdio.h>
3. **void** insert(**int** a[], **int** n) /\* function to sort an aay with insertion sort \*/
4. {
5. **int** i, j, temp;
6. **for** (i = 1; i < n; i++) {
7. temp = a[i];
8. j = i - 1;
10. **while**(j>=0 && temp <= a[j])  /\* Move the elements greater than temp to one position ahead from their current position\*/
11. {
12. a[j+1] = a[j];
13. j = j-1;
14. }
15. a[j+1] = temp;
16. }
17. }
19. **void** printArr(**int** a[], **int** n) /\* function to print the array \*/
20. {
21. **int** i;
22. **for** (i = 0; i < n; i++)
23. printf("%d ", a[i]);
24. }
26. **int** main()
27. {
28. **int** a[] = { 12, 31, 25, 8, 32, 17 };
29. **int** n = **sizeof**(a) / **sizeof**(a[0]);
30. printf("Before sorting array elements are - \n");
31. printArr(a, n);
32. insert(a, n);
33. printf("\nAfter sorting array elements are - \n");
34. printArr(a, n);
36. **return** 0;
37. }

**Output:**
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**Program:** Write a program to implement insertion sort in python.

1. def insertionSort(a): # Function to implement insertion sort
2. **for** i in range(1, len(a)):
3. temp = a[i]
5. # Move the elements greater than temp to one position
6. #ahead from their current position
7. j = i-1
8. **while** j >= 0 and temp < a[j] :
9. a[j + 1] = a[j]
10. j = j-1
11. a[j + 1] = temp
13. def printArr(a): # function to print the array
15. **for** i in range(len(a)):
16. print (a[i], end = " ")
18. a = [70, 15, 2, 51, 60]
19. print("Before sorting array elements are - ")
20. printArr(a)
21. insertionSort(a)
22. print("\nAfter sorting array elements are - ")
23. printArr(a)

**Output:**

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAm4AAABHCAMAAACJSjv2AAAAn1BMVEUAAADl5eUAAo66YADCwZAAAWPNjACfAAC15eXlv45vAAAAkcI7rdgAZawAb6ThqmKc2OXl5cJ8w9i82K09rcJ7w+XS5eWd2MPl1qzl5de25cOd2NjdwI/Hq2Tkv6+Pj4+25dilwqzT5djGq6sAZZCZYgDBwdd8w8PY16ysrJBuAGFZiqjMjI1uAI25YIwAAWbNjGF3w9hRkcHlv4sAAYtKZ/BcAAAEwUlEQVR42uycCW/bMAyF5aRR7Nqxk7busXXdfd/Y/v9vG0XniUZcbSm2GXHwPrR1KVGkCj1IjiTU1Y6QsaDcyDik5TbLs+zaHSqry6xwZJrUZRZoXI+zufsbLtC8/E+ymJ3s2w9yYNSuDFL73huaxdXSJTiMYabcJksnt69XS11Cb2SEdLrbiOIqteVRyPrVoN5oxe3NfNdP3IQCi540u1tnme/8v603/UUxuz6N7fBE+WKtv9/AHfkhN9j5XX7zJc88bORDP9DPZF5tR2WOQ93Jy3dL6OzRMs5uVSH2s1CYi/iexnqweiLfL+YDP8wqJgsZ+/NT1zYiIfEAr17rcot2eMbyUjVRwB35ERe2pJZerG5hIx/6gX4O8ib+LpF5wDsC/v3sttZZSfCQm46YjhVUg/r+uPiB31BuJxpS/TCsMWABNzxRHuJ7lbFi+eEIWwz5Wt3CRj70A/1M5BWT8hoNvLv9PFc5CEm5qQ3g+nj+ALkhNJo6UclAbijX6Q2TG/JHR7MhN9i7crNkw7yIS0YCcit/uKoxuUXVnM2jHFAPKq9j1/dDhc5MO3JTl2qz7MlH3Aazm5XLz0+Y3JAfjtE2ucFGPvQD/Uzk1ThkHLARou/ObbeoVNuPCrrKNNt3mcLFelB15sBP38W9ugteqq8/rLON+t2JDEBI/PKyQDs8UR48ggmQH3FhS/jPubz0w0Y+9AP9TOWVdlxM/8g0TxUetsdS8gPjsTGu3FbvTt3+tDw9ODZGlFula/S+zHIucccHj+jJiHx0hKTh7EamC+VGRqR2LfbdZnl4GJXuSmFfzWjVHaAe/oodc/kuLnfuSaDGgYDuvJc9WZXF/ac8VWMn56iP/gBn84LG5c49iYupyqEM4ni7dEb6UHHxHGWoh//wlibiEuJqKMPOPpXBvTIACSXuoQFYiMvzASLUcYKq/D1yU3BxKHE4gHr4wylcc2xCXMqNQG5YS5NywxRllHY4YPXwN6+sCPEoN2LUUSwlblYO5LYjF71mC6ze/G3Gk6DbuHx3I0IdX/wX7/WW5EBubQOFRbWZfKwe/kblg5ARlxCVG8SAI3S7F9Z9Bmhjud3ltwLUm3/fs9jG5eRGeKpAfg/lRqYM5UbSUG5kylBuJA3lRqYM5UZGpOb/dSPjUS/W2IXFSdXFnP/Xjfxq7w5SFAhiKAwfoCEFLryEO+9/OA3FswISbNLlIvB/MDCz7kePWvr7H+ZnWM+hzxzPy0XXDbJ9bsfwQ1N13T5dNP8ldNvoumHL3G4zKxPubrGnpg4aXTdcZx4P8p84t9g901Wm64brTMWjr7mFjyDQdcMej/lmt2NoE6uLNj5Xma4b9rD7+/GyP6rWXU5dNHXP1EGj64Yupwp03XBubnTd0GpudN3AET1+Y27ojLkhx9zQmanXlnTdyh03dePou2Ex9dqSrlu146YDB/puCEy9tqzrdqnjdgz6bghMU0m7bvWOm/9J3w2B6UX/rOtW7LjphkjfDYGp15Z13YodN/0vZW4ITLWsrOtW7bhpnPTdsJh6bVnXrdpx0xMQ+m5YTL22rOtW7rjNkdF3A6cKOIW5oTPmhhxzQ2fMDTnmhs6YG07hy8HRDnc35JgbOmNuyDE3NPYCV39c4AjWO9QAAAAASUVORK5CYII=)

**Program:** Write a program to implement insertion sort in C++ language.

1. #include <iostream>
2. **using** **namespace** std;
4. **void** insert(**int** a[], **int** n) /\* function to sort an aay with insertion sort \*/
5. {
6. **int** i, j, temp;
7. **for** (i = 1; i < n; i++) {
8. temp = a[i];
9. j = i - 1;
11. **while**(j>=0 && temp <= a[j])  /\* Move the elements greater than temp to one position ahead from their current position\*/
12. {
13. a[j+1] = a[j];
14. j = j-1;
15. }
16. a[j+1] = temp;
17. }
18. }
20. **void** printArr(**int** a[], **int** n) /\* function to print the array \*/
21. {
22. **int** i;
23. **for** (i = 0; i < n; i++)
24. cout << a[i] <<" ";
25. }
27. **int** main()
28. {
29. **int** a[] = { 89, 45, 35, 8, 12, 2 };
30. **int** n = **sizeof**(a) / **sizeof**(a[0]);
31. cout<<"Before sorting array elements are - "<<endl;
32. printArr(a, n);
33. insert(a, n);
34. cout<<"\nAfter sorting array elements are - "<<endl;
35. printArr(a, n);
37. **return** 0;
38. }

**Output:**

![Insertion Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement insertion sort in C# language.

1. **using** System;
2. **class** Insertion {
3. **static** **void** insert(**int**[] a) /\* function to sort an aay with insertion sort \*/
4. {
5. **int** i, j, temp;
6. **int** n = a.Length;
7. **for** (i = 1; i < n; i++) {
8. temp = a[i];
9. j = i - 1;
11. **while**(j>=0 && temp <= a[j])  /\* Move the elements greater than temp to one position ahead from their current position\*/
12. {
13. a[j+1] = a[j];
14. j = j-1;
15. }
16. a[j+1] = temp;
17. }
18. }
20. **static** **void** printArr(**int**[] a) /\* function to print the array \*/
21. {
22. **int** i;
23. **int** n = a.Length;
24. **for** (i = 0; i < n; i++)
25. Console.Write(a[i] + " ");
26. }
27. **static** **void** Main() {
28. **int**[] a = { 98, 54, 53, 18, 21, 12 };
29. Console.Write("Before sorting array elements are - \n");
30. printArr(a);
31. insert(a);
32. Console.Write("\nAfter sorting array elements are - \n");
33. printArr(a);
34. }
35. }

**Output:**

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlsAAABJCAMAAAA9mhP6AAAAolBMVEUAAADl5eUAAo66YADCwZAAAWNvAACfAAAAkcLlv44AZazNjAC15eU7rdic2OXl5cLl1qx7w+Wd2MPhqmLl5dfS5eW82K09rcLdwI98w9i25cOd2Nilwqzlv6/Y16yPj4/Hq2S25djhqWXT5djDw9LGq6sAZZCZYgCsrGVuAGG0jgCsrME+ra3MjI1uAI25YIzNjGGfAF93w9hRkcEAAYt0AACwVPEVAAAErElEQVR42uybCW/bMAyFLaeJD9mxvaRd1607uu6+h+3//7VRNF7smdCQYDPWGu9DW5cSRarQg6goTXLrCJkFaovMRUIIIYSQKGnlXJvcVcpzVyTkPpC7wM246dEq+RserhB6Jg2kZ8fOg/xf8qCr76N1WD/IYr53Y02prftCfqNy0kq4X4nthEbkVastj0LK0A79A5243a6mfuImFKhdMux665zv/b9um3Ftc+3mMA5PtK+3+vse7sgPbcGurqv9l8p52MiHeWCe0bw6jjKcBdWS7ythepUd9q26EPtFaKxEac8O/aB8Lt8vV8YP+8WgAVnoi03S7UQv4gFev+mrJsbhifZcBVDAHfkRF7akllmUl7CRD/PAPE3eyN8lmg74hPyjfWt7k1Yu4KEtXR5dGEgE/eNF8MbPautMQ6of1vAQsIAbnmgP8b1qVhnywxG2GPJVXsJGPswD84zkFZNamgect35c6NoLEW2pbVg/Xp2gLYTG0EQkYbSFdt24sG0hPxxHNrQF22jrENTmRVwC5tCWFIl6N2gLEgkFA2uPflB7XSjjJx2650y0pS51k420Im5m3xra5ecnbFvID0fYI23BRj7MA/OM5NU4ZA5wB9H+DGdeQdaiP8v3xWKnJUVrCPpB3ZvGTw/LXt0FL93tu61r1O9aZTskfnVeYByeaA8ewQTIj7iwJfznSk7lsJEP88A8Y3llHGviEjjteiPnyzdyNOXTUw43He/fyXHUWmqPJa1YqQghhBBCCImCN2/bjV78hCfAvVWgazLTruO0HdR6W4Q4A53a6Df+2s+78UUS7qzzQu8H9GnfZMnlytO250029pff9aLbxKl38l2g3/prP28bFkl52b/Bk3vR2ZON1VZ69c1oS4E/UK1M48AP/RN/9HPjWiKqrdrrSqdvE/v/Up3HdfqoHXuP0YqJA739SVs5L7IWidZEfeMNmhlIr7TuibZsexjQboxWbBwtkxFtoZ/b1jKRM/n+g5f9y6y+1sraCe3GtAfy1tREG0dPZjFtoZ8slo9ZUuOcZD6WYfctaYfGjFZMHAgwpq2crxKXjL5OfP/76nc7LHvQlmnXZ9lkE62YOOorASLaQj93riWSVn3JW2/tZy1EOriwsu3d2F+9QsMkjpo6AP0T/76fVZEQQgghhBBCCCGE/GrnjlEjhqEoihZhYKo0JoRAdpH97y1jwssUjxFYuDDiXPAK9BHCEoe7pWt1e8+fy1zkfL5xt3ROt++fLTc7f2vD3dI53bf9ajnuVtyqvNOKU8Xd0vG+di+k9q24VHGquFuaeHe6fzVbcamypNwtHS1uTc3WYyay9twtHS/P+O5bBuDpVm3/S8rd0kwfjwPtfuzN/hW3Ki5VnCruli4Zd0sVd0tXjrslSZIknV47WBOe1tDlaser3S/+1qqVgzXhaZXLNXa82v3y12HRMiNznlbP0NjxaveLv7Vu5WBNeFrlco0dr3a/tGTlYE14WuVyvXS82v3yRm/dysGa8LTK5Ro7Xu1+acnKwZrztNrlGjtecb+ctxauHKwJT6tcrpeOV7tf9q1VKwdrwtMql2vgeLX75bwlSZIkSZIkSZIkXbNf0ABlUqRj3wYAAAAASUVORK5CYII=)

**Program:** Write a program to implement insertion sort in Java.

1. **public** **class** Insert
2. {
3. **void** insert(**int** a[]) /\* function to sort an aay with insertion sort \*/
4. {
5. **int** i, j, temp;
6. **int** n = a.length;
7. **for** (i = 1; i < n; i++) {
8. temp = a[i];
9. j = i - 1;
11. **while**(j>=0 && temp <= a[j])  /\* Move the elements greater than temp to one position ahead from their current position\*/
12. {
13. a[j+1] = a[j];
14. j = j-1;
15. }
16. a[j+1] = temp;
17. }
18. }
19. **void** printArr(**int** a[]) /\* function to print the array \*/
20. {
21. **int** i;
22. **int** n = a.length;
23. **for** (i = 0; i < n; i++)
24. System.out.print(a[i] + " ");
25. }
27. **public** **static** **void** main(String[] args) {
28. **int** a[] = { 92, 50, 5, 20, 11, 22 };
29. Insert i1 = **new** Insert();
30. System.out.println("\nBefore sorting array elements are - ");
31. i1.printArr(a);
32. i1.insert(a);
33. System.out.println("\n\nAfter sorting array elements are - ");
34. i1.printArr(a);
35. System.out.println();
36. }
37. }

**Output:**

![Insertion Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoEAAACZBAMAAACiZ/1UAAAAD1BMVEXAwMAAAP+gs/OImM8AAAAh6GAoAAAEnklEQVR42u2dYXKbMBCF0UwPwN6g0xPg6QX6o/c/U2dZ0BMRNCyitcK+51IURUrGX1ZGYp+t4QfVpO8k2EzwJ9WkaZgGqkkkSIJvFwmSoFMk2J1IkASdIsHuRIIk6BQJdicSbNVLZIBEksioxzBXp3G3E/rU0j6hNIk947Q8+5RGpScGIo2nIaW4BJXWAkz/14LWDeILMxmCygiuwEDQyjqalW6az/OxNlu/Fu2ebOSrNn0iYFWCCxUQNBpGcWZRnDNoPAZJghhE2xgj2giqLG6MIEgoTaMkCz8Q1HZ21RlBcNsnCsEk8zPfEkQdHluCRt2algTxiBGDisOQgSBG9RJLVjocxdbbfg76xCD4EgQPrgxG0UiMFmh6XtpmOmX7JHp87BPgUjINh7oSQ0Hi7izBK7ORGDMYrotJsCeRIAk6RYLdiQRJ0CkS7E4kSIJOkWB3IkESvKK+88XRdGO+OKiYL/6f+WLVYb44RF6uNV8MgnW+OHgMnssXg2CdL45O8Fy+GASrfHHs18Gz+eLjUWwEo+XoLuWLVYf54qhBODH321u+OJy4LiZBp0iwO5EgCTpFgt2JBEnQKRLsTiRIgk6RYHciwVa98I7CE62Fnv6DPMmJe8zJm9KUIDllEPwUiFMSJKc8ExTLF+s5Sc4NV/lgK8tyxx/tc5/819CT9UU/lNH3Ce9BnpZsZsq5jyTr3f06Hyyom2Xf08PKg6z90HaUMiOFvh9+l3xVlBqDFhvILGX/Aer2CeZcsR4CgiJGUMQIimSCepR9v77XYSY4lrRKd4Lkupog2qNv6fiS+WwxiLZaj75PeBe8EcQIK0fax3wwiMo+wYT6/VH8kf4T8oE6H0SOGGdVlQ8WkdJDY6PQwGkZ9dZWzxaZshK276HvA+aN/jUJ4ibIdOV+godxk776RYHr4rdoErw2LTPeMZfxmmblYbTD6h/wGnaHXpvZiR5bDzquxmigivNpKH6CqSK41tl1lwRrgsoDBCUTBEPZxKApyqdCnVkX53WCyLyGWMsm1BXQohtXS4LF0srG8ChrGb79DUGGYEVQ/4HgsCWogLUO1BiCW4LZVY7r7lrmtfgUQRn35n6Hc8SEcuB34XBNQoI9iQRJ0CkS7E4kSIJOkWB3IkESdIoEuxMJkqBTJNidSPCGO6z0UN+Qcdcb1fRQX9MrO9jooW4jCL9zGumh9hJMRiD7qOmh9jswFRA+Q4se6quvg+anpof6KkGMNnqovQQLn7SCoIfapYke6laC9FBzXfxmvY490vbFjs+aPuoNwcqSWnm4Kp81vVsVwX2P9AHBRIKfxiC806p9n3Wc3XU/JViBgnd6Ldc+a1uZxZ3BlJoMGwjW3ul9n/VzlmX3E4R32soHPmthCGJdfOZaXHuqH7KuveMuf+2Rrr3T9TxxHJ5xd4prEqdIsDuRIAk6RYLdiQRJ0CkS7E4kSIJOkWB3IkESdIoEuxMJ/qv9i3n/uXX/YuZA2vYvZhKkdf9iJuLa9y8ObGe7af9ixmDb/sWRHZX37F/MELxn/+Jvv3///jVQV9ckJEiCfxXXxd2IBEnQKRLsTiRIgm/WHzkHHmlN3F0/AAAAAElFTkSuQmCC)

**Program:** Write a program to implement insertion sort in PHP.
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So, that's all about the article. Hope the article will be helpful and informative to you.

This article was not only limited to the algorithm. We have also discussed the algorithm's complexity, working, and implementation in different programming languages.

Merge Sort Algorithm
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In this article, we will discuss the merge sort Algorithm. Merge sort is the sorting technique that follows the divide and conquer approach. This article will be very helpful and interesting to students as they might face merge sort as a question in their examinations. In coding or technical interviews for software engineers, sorting algorithms are widely asked. So, it is important to discuss the topic.

Merge sort is similar to the quick sort algorithm as it uses the divide and conquer approach to sort the elements. It is one of the most popular and efficient sorting algorithm. It divides the given list into two equal halves, calls itself for the two halves and then merges the two sorted halves. We have to define the **merge()** function to perform the merging.

The sub-lists are divided again and again into halves until the list cannot be divided further. Then we combine the pair of one element lists into two-element lists, sorting them in the process. The sorted two-element pairs is merged into the four-element lists, and so on until we get the sorted list.

Now, let's see the algorithm of merge sort.

Algorithm

In the following algorithm, **arr** is the given array, **beg** is the starting element, and **end** is the last element of the array.

1. MERGE\_SORT(arr, beg, end)
3. **if** beg < end
4. set mid = (beg + end)/2
5. MERGE\_SORT(arr, beg, mid)
6. MERGE\_SORT(arr, mid + 1, end)
7. MERGE (arr, beg, mid, end)
8. end of **if**
10. END MERGE\_SORT

The important part of the merge sort is the **MERGE** function. This function performs the merging of two sorted sub-arrays that are **A[beg…mid]** and **A[mid+1…end]**, to build one sorted array **A[beg…end]**. So, the inputs of the **MERGE** function are **A[], beg, mid,** and **end**.

The implementation of the **MERGE** function is given as follows -

1. /\* Function to merge the subarrays of a[] \*/
2. **void** merge(**int** a[], **int** beg, **int** mid, **int** end)
3. {
4. **int** i, j, k;
5. **int** n1 = mid - beg + 1;
6. **int** n2 = end - mid;
8. **int** LeftArray[n1], RightArray[n2]; //temporary arrays
10. /\* copy data to temp arrays \*/
11. **for** (**int** i = 0; i < n1; i++)
12. LeftArray[i] = a[beg + i];
13. **for** (**int** j = 0; j < n2; j++)
14. RightArray[j] = a[mid + 1 + j];
16. i = 0, /\* initial index of first sub-array \*/
17. j = 0; /\* initial index of second sub-array \*/
18. k = beg;  /\* initial index of merged sub-array \*/
20. **while** (i < n1 && j < n2)
21. {
22. **if**(LeftArray[i] <= RightArray[j])
23. {
24. a[k] = LeftArray[i];
25. i++;
26. }
27. **else**
28. {
29. a[k] = RightArray[j];
30. j++;
31. }
32. k++;
33. }
34. **while** (i<n1)
35. {
36. a[k] = LeftArray[i];
37. i++;
38. k++;
39. }
41. **while** (j<n2)
42. {
43. a[k] = RightArray[j];
44. j++;
45. k++;
46. }
47. }

Working of Merge sort Algorithm

Now, let's see the working of merge sort Algorithm.

To understand the working of the merge sort algorithm, let's take an unsorted array. It will be easier to understand the merge sort via an example.

Let the elements of array are -

![Merge sort](data:image/png;base64,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)

According to the merge sort, first divide the given array into two equal halves. Merge sort keeps dividing the list into equal parts until it cannot be further divided.

As there are eight elements in the given array, so it is divided into two arrays of size 4.

![Merge sort](data:image/png;base64,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)

Now, again divide these two arrays into halves. As they are of size 4, so divide them into new arrays of size 2.
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Now, again divide these arrays to get the atomic value that cannot be further divided.

![Merge sort](data:image/png;base64,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)

Now, combine them in the same manner they were broken.

In combining, first compare the element of each array and then combine them into another array in sorted order.

So, first compare 12 and 31, both are in sorted positions. Then compare 25 and 8, and in the list of two values, put 8 first followed by 25. Then compare 32 and 17, sort them and put 17 first followed by 32. After that, compare 40 and 42, and place them sequentially.
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In the next iteration of combining, now compare the arrays with two data values and merge them into an array of found values in sorted order.

![Merge sort](data:image/png;base64,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)

Now, there is a final merging of the arrays. After the final merging of above arrays, the array will look like -
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Now, the array is completely sorted.

Merge sort complexity

Now, let's see the time complexity of merge sort in best case, average case, and in worst case. We will also see the space complexity of the merge sort.

1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n\*logn) |
| **Average Case** | O(n\*logn) |
| **Worst Case** | O(n\*logn) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of merge sort is **O(n\*logn)**.
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of merge sort is **O(n\*logn)**.
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of merge sort is **O(n\*logn)**.

2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(n) |
| **Stable** | YES |

* The space complexity of merge sort is O(n). It is because, in merge sort, an extra variable is required for swapping.

Implementation of merge sort

Now, let's see the programs of merge sort in different programming languages.

**Program:** Write a program to implement merge sort in C language.

1. #include <stdio.h>
3. /\* Function to merge the subarrays of a[] \*/
4. **void** merge(**int** a[], **int** beg, **int** mid, **int** end)
5. {
6. **int** i, j, k;
7. **int** n1 = mid - beg + 1;
8. **int** n2 = end - mid;
10. **int** LeftArray[n1], RightArray[n2]; //temporary arrays
12. /\* copy data to temp arrays \*/
13. **for** (**int** i = 0; i < n1; i++)
14. LeftArray[i] = a[beg + i];
15. **for** (**int** j = 0; j < n2; j++)
16. RightArray[j] = a[mid + 1 + j];
18. i = 0; /\* initial index of first sub-array \*/
19. j = 0; /\* initial index of second sub-array \*/
20. k = beg;  /\* initial index of merged sub-array \*/
22. **while** (i < n1 && j < n2)
23. {
24. **if**(LeftArray[i] <= RightArray[j])
25. {
26. a[k] = LeftArray[i];
27. i++;
28. }
29. **else**
30. {
31. a[k] = RightArray[j];
32. j++;
33. }
34. k++;
35. }
36. **while** (i<n1)
37. {
38. a[k] = LeftArray[i];
39. i++;
40. k++;
41. }
43. **while** (j<n2)
44. {
45. a[k] = RightArray[j];
46. j++;
47. k++;
48. }
49. }
51. **void** mergeSort(**int** a[], **int** beg, **int** end)
52. {
53. **if** (beg < end)
54. {
55. **int** mid = (beg + end) / 2;
56. mergeSort(a, beg, mid);
57. mergeSort(a, mid + 1, end);
58. merge(a, beg, mid, end);
59. }
60. }
62. /\* Function to print the array \*/
63. **void** printArray(**int** a[], **int** n)
64. {
65. **int** i;
66. **for** (i = 0; i < n; i++)
67. printf("%d ", a[i]);
68. printf("\n");
69. }
71. **int** main()
72. {
73. **int** a[] = { 12, 31, 25, 8, 32, 17, 40, 42 };
74. **int** n = **sizeof**(a) / **sizeof**(a[0]);
75. printf("Before sorting array elements are - \n");
76. printArray(a, n);
77. mergeSort(a, 0, n - 1);
78. printf("After sorting array elements are - \n");
79. printArray(a, n);
80. **return** 0;
81. }

**Output:**

![Merge sort](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAksAAABLCAMAAABX/DMZAAAAqFBMVEUAAADl5eUAAo4AAWO6YACfAABvAADCwZAAkcLlv47NjAA7rdgAZay15eXl1qzl5cKd2MPhqmKc2OV7w+XS5eU9rcLl5de82K18w9ilwqy25cPdwI+d2NjHq2TY16zlv6uPj4+25djT5djGq6sAZZCZYgDCwtTT5cJuAGGfAF98w8Plv7+srJDMjI1uAI25YIysrGXNjGG0jgCa2OV3w9hRkcG62KwAAYvNslgoAAAE5klEQVR42uyci3LTMBBFY8duZDtOcNwGaCjlWd5vBv7/z1hLnKxr1TMtDYyBPQMN2r3Siu6OpChuZxeJYRyEmWEYhmH8R6R1kqxmU2V5nBQzY4q4pKPpm+5ls9twQnf3m3KeLq47D+PP4ro6+pqpYX4nH9NOI4dWS1PFNb58/M62zX4uVGspp8q35aWQbaXBr7Qiu8iGOpEJBXuRdDvfJEkZ9J826/5elayO9v14xT7f+H9vkROfWqJdv6m3H+qkpE085sE8x+KGflZ2h9vkyrCzpaf5fl2qCmk/7oy1VNYj/JqTM/n7JIt0rAeac0ns3aNZ20h9iAKePQ+7IP14xe58wgvkxGdc2hJaZrHc0SYe82CeUdyR/5fUcPiGGL+4Ln3x64lQUks+HT4RlAT+/je9jHRxLS38kJ1Oc8aABTJesXfjl6FGA8RHSFsa8me5o0085sE8R+JK02rnsOel7998roWra4k2IH2Q3aCWGJqu0m0X1RJ2vzCxLBEfYa9NLdEe1pIGi+MyrnHIWpJFv2q0liiJbgMg1/ihKkNi+jocsqYMa8lLqnXeqw2RReuS2uXrO5Yl4iOk3asl2sRjHsxzNK70Mw53XAqH0Tas9VU4e4fFvzvj6BnW+6EKzVi3PBa7lwuluFcvN8na6859mWrgp8cF/XjF7hXyFYjPuLRl+Pe1nKJpE495MM+xuNLP9ri/kZtdNzh7e2WMsnx4k8NJa/fbxtVUfuu8LmltO49hGIZhGIbxr1ElBfc3q6PLDwqtc/yAbn+vpLir+qOP44kZB7Ren9aY1c44dkc9aVyh98hV0bOvc/HhB3T+Ajl6v++i/ujjeFyVK06uMsMdtWsiexjHbgkmjmZ0fp/60DZ+wE4tgSvH+vMax3NN33z66k4expm9zgd2xrOFadr0clsO1yz8oLr+cz+o0o9Rf/RRvOgJzrbkI1l1qN3j7MJp4pBbrqWh8ucT/KA6niFBTm0B/dFH8VjaqDs+ktVaUnsYx5aliUNuXXQt7VbscYAufg52uUMJ9Fe9xou3uCqcxamlgZ1xjGmTLjTxoLWCH1Q3yDnnJaC/6ON4eOOPfh2P4wFNZ+/ipk+6oET6OWwbWWte5PgBnff307v87JVRf/SAKq68IJu/lX5nQztxbWWaMi4Rttl8w88MQNuZ936sqmuR41CZ9lc9MB4VE11QVcgv2cM4tssZhmEYhmEYhmEYhmFMGPu9S8atmG+4AeQDkZPMfu+S8aOdO0ZtGIiiKBpImcqQIlmI9781S5jnwt/iGVf2cC4IofoPYmCG81rf/+dTTiqus+Au6VVQYD8Yi7sUtyj3k+IUcZfU+9t9ifFfiksUp4i7pNo2ju0ZaykuUUbIXVIrrslYS9sayKy5S+rlElHQyr24RafbCLlLeqbfbQO6b1Pzf4pbFJcoThF3SW8Rd0lf3CW9U9wlSZIkabhJw2MqbtL0mIrfNF0m/tJCxU2aHlN3k6bHVPym4TLxl1ZqukmZfXGTisdU/Ka8+UsLNd2kzL67SdNjKn7TcJn4S0s13KTMvrhJzWOaftN0mfhLSzXcpHwVN6l4TMNveugy8ZeW6udgv1TcpOIxDb/pscvEX1qqezcpX8VNKh7T8JuOXCb+0kLFTRoeU3GTisc0/KYDl4m/JEmSJEmSJEmSJEmS9HFdADjGaoh4L11oAAAAAElFTkSuQmCC)

**Program:** Write a program to implement merge sort in C++ language.

1. #include <iostream>
3. **using** **namespace** std;
5. /\* Function to merge the subarrays of a[] \*/
6. **void** merge(**int** a[], **int** beg, **int** mid, **int** end)
7. {
8. **int** i, j, k;
9. **int** n1 = mid - beg + 1;
10. **int** n2 = end - mid;
12. **int** LeftArray[n1], RightArray[n2]; //temporary arrays
14. /\* copy data to temp arrays \*/
15. **for** (**int** i = 0; i < n1; i++)
16. LeftArray[i] = a[beg + i];
17. **for** (**int** j = 0; j < n2; j++)
18. RightArray[j] = a[mid + 1 + j];
20. i = 0; /\* initial index of first sub-array \*/
21. j = 0; /\* initial index of second sub-array \*/
22. k = beg;  /\* initial index of merged sub-array \*/
24. **while** (i < n1 && j < n2)
25. {
26. **if**(LeftArray[i] <= RightArray[j])
27. {
28. a[k] = LeftArray[i];
29. i++;
30. }
31. **else**
32. {
33. a[k] = RightArray[j];
34. j++;
35. }
36. k++;
37. }
38. **while** (i<n1)
39. {
40. a[k] = LeftArray[i];
41. i++;
42. k++;
43. }
45. **while** (j<n2)
46. {
47. a[k] = RightArray[j];
48. j++;
49. k++;
50. }
51. }
53. **void** mergeSort(**int** a[], **int** beg, **int** end)
54. {
55. **if** (beg < end)
56. {
57. **int** mid = (beg + end) / 2;
58. mergeSort(a, beg, mid);
59. mergeSort(a, mid + 1, end);
60. merge(a, beg, mid, end);
61. }
62. }
64. /\* Function to print the array \*/
65. **void** printArray(**int** a[], **int** n)
66. {
67. **int** i;
68. **for** (i = 0; i < n; i++)
69. cout<<a[i]<<" ";
70. }
72. **int** main()
73. {
74. **int** a[] = { 11, 30, 24, 7, 31, 16, 39, 41 };
75. **int** n = **sizeof**(a) / **sizeof**(a[0]);
76. cout<<"Before sorting array elements are - \n";
77. printArray(a, n);
78. mergeSort(a, 0, n - 1);
79. cout<<"\nAfter sorting array elements are - \n";
80. printArray(a, n);
81. **return** 0;
82. }

**Output:**

![Merge sort](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAogAAABECAMAAAA1IjRuAAAAqFBMVEUAAADl5eUAAo7CwZC6YACfAAAAAWMAkcLlv47NjABvAAAAZaw7rdi15eWd2MOc2OXl5cLhqmLl1qx7w+XS5eU9rcLl5dd8w9i82K2d2NjdwI+25cPHq2Slwqzkv6uPj4+25djT5djT5cLGq6sAZZCZYgDBwdfY16xuAGGfAF9EpLR8w8OsrMHlv7+srJDMjI1uAI25YIwAAWbNjGGa2OWb2MLlv4vMiwB+Q5FHAAAE1klEQVR42uybiW7bMAyGLdeOrMRe4rhNt67r7vu+3//NRlP4TdecgBZDMDfhhy0qJR4C/FeqajVzhjEDMsMwDMMwZk7eOLfN5srq1FWZcXi4nnbcc15k/8IZwv2eBJOf3HQexh3CtxPtLe6VKd95CMCEeJD0Qvz2s+QNeVeQ7YgNabFmm5qKdsMW40JHbq+KqR+5ERW2UAq7WjsXov/39Wa8xbrtcohDi/7Fmr/ewR31IUTYzcdm97VxATbqYR6YZ7Iux5lm/z8svN9xUcwflsOKWFdkP+k7G5Ll42EcrC7p/9NC+WElEsGQKu4vs64lcZEHePEybt6IQ4t+z2qp4I76yAubStMsVhewUQ/zwDyTdSUvQ98APSEz9o9eEX/wSkYECJGfJT9F6Anj4ycWlJ8W4gmnZD888CFhBTe06O/zBxY4I/XhCJsM+re6gI16mAfmmahLpglvHviWZcdCIRJCZFuxeFDcQohIjVAKu1BCRD8viVgQUR+OIxtChD0VohTTdZHXmAMsRP8rq1sR4qCn82IQCsZBHfipKj8a4NVsIkR2qTflSFjkplZE6afPz1gQUR+OsEdChI16mAfmmaxLccYccAT/9N7FLaqOh5W4Z7W8s/FWhnFQR1P58WkgsDsRaHj7Zu027HfFGpefTZ+fVohDi372oE+A+sgLm9J/aejYARv1MA/MM1WX4mxrPjpu95shb4dZYz+sXi9v4d3ZGxRjD9S849+UvLEN0zAMwzAMwzCOnNpVaKcX/zZlPDZsl5nQOdgdj0s3BsbxOi/bePkWtD+1kmZUp7Z7iAeNr/ITaQW/KakvvpXw7fU3HHXFHvL7aXm5ouJVXth5ExL1uAWow3HGIYMHjFZYPFpmvpfL+1L10w2GtxAi8K2KV3nZhnJ1vfge+EzGpI4J8cBJC9FX8s55DIuzC+pFibhJfEKI6FX+LMQ6oIvrmBCPgpQQ63iBNIjC5AUJiwZCVDdkJD4txFV/gbXV/rw1uzAWpwnxOEgJMV5O1UL08eyAw4ngWx2fFKJ3leQVfz6s7D4EdKGOCfHwSQqR92WPu7JjtUTQLd46PilEviTrg/Jn3o0T24p4JPxdiF1Li9OzMlt8ovbymg6hDGrU0UTFJw8rdRDhiT+2YxPiseEdsSuGdqCLplxWkJv3scNPtmaW6zRe5YXNmSrtnzfX06IOfdpfORmGYRiGYRiGYRjGn3buGDWBKIzCKEKIZRhCSOUGsv8FZoZwY3GLH4vhKZwPbGzfZRQfHklaHhdRC/vI79W5+P164yJqQe+3ny0XaX8HyUXUgq7bcUkcFzGuYNzAOIJcRJ3c9wEp1RMxbmAcQS6izm0/y/1VQ4wbmPPnIurUon/VEPcBZShcRJ3f7TiQ65a13F3B7f/8uYg6v+Mb++flkidjXMG4gXEEuYh6/biIeoq4iFofF1GSJEnSA5Vr2F7i7Bq2lzj4iu0m8hHVruHdL5xcw9lLbF+x3UQ+oso1HAiScg0nL7F9xXYT+YhKta1hiHl39BLbV2w3kY+ocg1riINrOHuJ7Su2m8hHVH0y1xAH13D0EttXbDeRj6j6l0cNcXIN20scfMV2E/mIKtewhji5hu0lDr5iu4l8RJVrWF7i6Bq2lzj4iuUm8hElSZIkSZKk5+8XSe9nXJgO5HgAAAAASUVORK5CYII=)

**Program:** Write a program to implement merge sort in Java.

1. **class** Merge {
3. /\* Function to merge the subarrays of a[] \*/
4. **void** merge(**int** a[], **int** beg, **int** mid, **int** end)
5. {
6. **int** i, j, k;
7. **int** n1 = mid - beg + 1;
8. **int** n2 = end - mid;
10. /\* temporary Arrays \*/
11. **int** LeftArray[] = **new** **int**[n1];
12. **int** RightArray[] = **new** **int**[n2];
14. /\* copy data to temp arrays \*/
15. **for** (i = 0; i < n1; i++)
16. LeftArray[i] = a[beg + i];
17. **for** (j = 0; j < n2; j++)
18. RightArray[j] = a[mid + 1 + j];
20. i = 0; /\* initial index of first sub-array \*/
21. j = 0; /\* initial index of second sub-array \*/
22. k = beg;  /\* initial index of merged sub-array \*/
24. **while** (i < n1 && j < n2)
25. {
26. **if**(LeftArray[i] <= RightArray[j])
27. {
28. a[k] = LeftArray[i];
29. i++;
30. }
31. **else**
32. {
33. a[k] = RightArray[j];
34. j++;
35. }
36. k++;
37. }
38. **while** (i<n1)
39. {
40. a[k] = LeftArray[i];
41. i++;
42. k++;
43. }
45. **while** (j<n2)
46. {
47. a[k] = RightArray[j];
48. j++;
49. k++;
50. }
51. }
53. **void** mergeSort(**int** a[], **int** beg, **int** end)
54. {
55. **if** (beg < end)
56. {
57. **int** mid = (beg + end) / 2;
58. mergeSort(a, beg, mid);
59. mergeSort(a, mid + 1, end);
60. merge(a, beg, mid, end);
61. }
62. }
64. /\* Function to print the array \*/
65. **void** printArray(**int** a[], **int** n)
66. {
67. **int** i;
68. **for** (i = 0; i < n; i++)
69. System.out.print(a[i] + " ");
70. }
72. **public** **static** **void** main(String args[])
73. {
74. **int** a[] = { 11, 30, 24, 7, 31, 16, 39, 41 };
75. **int** n = a.length;
76. Merge m1 = **new** Merge();
77. System.out.println("\nBefore sorting array elements are - ");
78. m1.printArray(a, n);
79. m1.mergeSort(a, 0, n - 1);
80. System.out.println("\nAfter sorting array elements are - ");
81. m1.printArray(a, n);
82. System.out.println("");
83. }
85. }

**Output:**

![Merge sort](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoIAAAB2AgMAAAAhAhqgAAAADFBMVEXAwMAAAP+gs/OImM+poMgPAAADmElEQVR42u2YQW4rIRBEC+nXPpHG92EW7LEE94wXvt/vphmNR4ljZeHQkSlpLGgS+aljwC/4gPdMwknoIZNwEnrIJJyEHnIt0JxSZQ0R3FcY4s0Ew3JJwD+A/85hjflAmJwQrrFQCbIQLrgJa4SHKGGInZCooZChhKKEa2EK51XGWx0DIoRAboQVQRhJe8D3xJBSG6PXMSCNcKESRuUIlfoAELwazkJYga2OAdG/MtgJF9DSCRGijXt9TA8TCkIywqwkoRgLpRqi9g7F6mMI7TxcSygURuE4x2y7g2GVGoQMZauP2N3HO8W69LkyoHt3CO08+Vz58TnzUvfyJJyEHjIJJ6GHTMJJ6CH3fJnBh+nd92UmN4QHX/Zny3d8+WjLA/LQl4+2PCCPfflgywPy2Jc3W3bQwju+vNvyeMSvfTnutjx8p3zvy+M7+MiXx3fwL9zLk3ASesgknIQeMgknoYdcK4Dyqdytz8M3HfWUkHBMNMJvuH9PVY3w+H5t/j1h+FVCMYAY1I0LEIqOqNZc1AXaLEl11TGWUNpaewX6bz05l0qysLkxQOpIcBYzPugsRSoh2arvSX8mbquJz/7/xGVN1QwqVcBGO2GoMjuvtRFWqVYhrEoYoq2m5/q0ERpXpE4Xe/eN0Ga0HuoqhLBVsdgq8dQYIY3QiBpTaqR1J0TF8a+cNv7n2+C1qinb03dKRgk1EZT5OWWqP7Ot1bU0jybk52z1/k55/p1y6M6CYTHCRzcIM36aF7qXP97wZp8xfYWdbjLSqjz9swmAMhuSj4wMtC0srzgBNtIqsgzRz+6TVIbkmpnRMCL6qWJYyp0JiRFWDiK0HoI8RYVLABphq94QyspYwsL3/t9igDrvhEXHdnZjdA/PUYmqcmLvoREvbf+MJrTviVSurwgxtof7Xu6E3AnbeCThtbJu56GMdL9knbPN+12tbKcffc96rTsF3vMHCLNvWwYuJSREv7YMXNv3fL+2bITNgZNPW1ZClmZSKbq05WZSsXXxHF3a8vY5pND5tOVOmPTdfNqyEjKjWbJPWwY+nNuyEDq35b9wL19rBN5u7Ri88ee38b58DRHIux13Z+ZmzQ58WUnybsftbGlYZs0OfPmmh4TdZbs/IzvwZWInLDBn3vy5IDvw5eWGkDBn3vxZqFz48oGwOzO5GqELXz4QysPbvTzel5WQdbdjc+btPGSdvjwJv8gkdJhJOAk9ZBK+AOF/0UcoqffyBx0AAAAASUVORK5CYII=)

**Program:** Write a program to implement merge sort in C#.

1. **using** System;
2. **class** Merge {
4. /\* Function to merge the subarrays of a[] \*/
5. **static** **void** merge(**int**[] a, **int** beg, **int** mid, **int** end)
6. {
7. **int** i, j, k;
8. **int** n1 = mid - beg + 1;
9. **int** n2 = end - mid;
11. //temporary arrays
12. **int**[] LeftArray = **new** **int** [n1];
13. **int**[] RightArray = **new** **int** [n2];
15. /\* copy data to temp arrays \*/
16. **for** (i = 0; i < n1; i++)
17. LeftArray[i] = a[beg + i];
18. **for** (j = 0; j < n2; j++)
19. RightArray[j] = a[mid + 1 + j];
21. i = 0; /\* initial index of first sub-array \*/
22. j = 0; /\* initial index of second sub-array \*/
23. k = beg;  /\* initial index of merged sub-array \*/
25. **while** (i < n1 && j < n2)
26. {
27. **if**(LeftArray[i] <= RightArray[j])
28. {
29. a[k] = LeftArray[i];
30. i++;
31. }
32. **else**
33. {
34. a[k] = RightArray[j];
35. j++;
36. }
37. k++;
38. }
39. **while** (i<n1)
40. {
41. a[k] = LeftArray[i];
42. i++;
43. k++;
44. }
46. **while** (j<n2)
47. {
48. a[k] = RightArray[j];
49. j++;
50. k++;
51. }
52. }
54. **static** **void** mergeSort(**int**[] a, **int** beg, **int** end)
55. {
56. **if** (beg < end)
57. {
58. **int** mid = (beg + end) / 2;
59. mergeSort(a, beg, mid);
60. mergeSort(a, mid + 1, end);
61. merge(a, beg, mid, end);
62. }
63. }
65. /\* Function to print the array \*/
66. **static** **void** printArray(**int**[] a, **int** n)
67. {
68. **int** i;
69. **for** (i = 0; i < n; i++)
70. Console.Write(a[i] + " ");
71. }
73. **static** **void** Main()
74. {
75. **int**[] a = { 10, 29, 23, 6, 30, 15, 38, 40 };
76. **int** n = a.Length;
77. Console.Write("Before sorting array elements are - ");
78. printArray(a, n);
79. mergeSort(a, 0, n - 1);
80. Console.Write("\nAfter sorting array elements are - ");
81. printArray(a, n);
82. }
84. }

**Output:**

![Merge sort](data:image/png;base64,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)

**Program:** Write a program to implement merge sort in PHP.

1. <?php
3. /\* Function to merge the subarrays of a[] \*/
4. function merge(&$a, $beg, $mid, $end)
5. {
6. $n1 = ($mid - $beg) + 1;
7. $n2 = $end - $mid;
9. /\* temporary Arrays \*/
10. $LeftArray = array($n1);
11. $RightArray = array($n2);
13. /\* copy data to temp arrays \*/
14. **for** ($i = 0; $i < $n1; $i++)
15. $LeftArray[$i] = $a[$beg + $i];
16. **for** ($j = 0; $j < $n2; $j++)
17. $RightArray[$j] = $a[$mid + 1 + $j];
19. $i = 0; /\* initial index of first sub-array \*/
20. $j = 0; /\* initial index of second sub-array \*/
21. $k = $beg;  /\* initial index of merged sub-array \*/
23. **while** ($i<$n1 && $j<$n2)
24. {
25. **if**($LeftArray[$i] <= $RightArray[$j])
26. {
27. $a[$k] = $LeftArray[$i];
28. $i++;
29. }
30. **else**
31. {
32. $a[$k] = $RightArray[$j];
33. $j++;
34. }
35. $k++;
36. }
37. **while** ($i<$n1)
38. {
39. $a[$k] = $LeftArray[$i];
40. $i++;
41. $k++;
42. }
44. **while** ($j<$n2)
45. {
46. $a[$k] = $RightArray[$j];
47. $j++;
48. $k++;
49. }
50. }
52. function mergeSort(&$a, $beg, $end)
53. {
54. **if** ($beg < $end)
55. {
56. $mid = (**int**)(($beg + $end) / 2);
57. mergeSort($a, $beg, $mid);
58. mergeSort($a, $mid + 1, $end);
59. merge($a, $beg, $mid, $end);
60. }
61. }
63. /\* Function to print array elements \*/
64. function printArray($a, $n)
65. {
66. **for**($i = 0; $i < $n; $i++)
67. {
68. print\_r($a[$i]);
69. echo " ";
70. }
71. }
73. $a = array( 10, 29, 23, 6, 30, 15, 38, 40 );
74. $n = count($a);
75. echo "Before sorting array elements are - <br>";
76. printArray($a, $n);
77. mergeSort($a, 0, $n - 1);
78. echo "<br> After sorting array elements are - <br>";
79. printArray($a, $n);
80. ?>

**Output:**
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So, that's all about the article. Hope the article will be helpful and informative to you.

This article was not only limited to the algorithm. We have also discussed the Merge sort complexity, working, and implementation in different programming languages.

Quick Sort Algorithm

In this article, we will discuss the Quicksort Algorithm. The working procedure of Quicksort is also simple. This article will be very helpful and interesting to students as they might face quicksort as a question in their examinations. So, it is important to discuss the topic.

Sorting is a way of arranging items in a systematic manner. Quicksort is the widely used sorting algorithm that makes **n log n** comparisons in average case for sorting an array of n elements. It is a faster and highly efficient sorting algorithm. This algorithm follows the divide and conquer approach. Divide and conquer is a technique of breaking down the algorithms into subproblems, then solving the subproblems, and combining the results back together to solve the original problem.

**Divide:** In Divide, first pick a pivot element. After that, partition or rearrange the array into two sub-arrays such that each element in the left sub-array is less than or equal to the pivot element and each element in the right sub-array is larger than the pivot element.

**Conquer:** Recursively, sort two subarrays with Quicksort.

**Combine:** Combine the already sorted array.

Quicksort picks an element as pivot, and then it partitions the given array around the picked pivot element. In quick sort, a large array is divided into two arrays in which one holds values that are smaller than the specified value (Pivot), and another array holds the values that are greater than the pivot.

After that, left and right sub-arrays are also partitioned using the same approach. It will continue until the single element remains in the sub-array.
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Choosing the pivot

Picking a good pivot is necessary for the fast implementation of quicksort. However, it is typical to determine a good pivot. Some of the ways of choosing a pivot are as follows -

* Pivot can be random, i.e. select the random pivot from the given array.
* Pivot can either be the rightmost element of the leftmost element of the given array.
* Select median as the pivot element.

Algorithm

**Algorithm:**

1. QUICKSORT (array A, start, end)
2. {
3. 1 **if** (start < end)
4. 2 {
5. 3 p = partition(A, start, end)
6. 4 QUICKSORT (A, start, p - 1)
7. 5 QUICKSORT (A, p + 1, end)
8. 6 }
9. }

**Partition Algorithm:**

The partition algorithm rearranges the sub-arrays in a place.

1. PARTITION (array A, start, end)
2. {
3. 1 pivot ? A[end]
4. 2 i ? start-1
5. 3 **for** j ? start to end -1 {
6. 4 **do** **if** (A[j] < pivot) {
7. 5 then i ? i + 1
8. 6 swap A[i] with A[j]
9. 7  }}
10. 8 swap A[i+1] with A[end]
11. 9 **return** i+1
12. }

Working of Quick Sort Algorithm

Now, let's see the working of the Quicksort Algorithm.

To understand the working of quick sort, let's take an unsorted array. It will make the concept more clear and understandable.

Let the elements of array are -

![Quick Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcIAAABTCAMAAAA7i/clAAAAP1BMVEUAAAD/5ZkAAAC/rHO/v79/f3+Ac01AOSYQDgrv149gVjkwKx0gHROfj2DPunzfyIaPgVZwZEOvnWlQSDDn5+c3W5u9AAAAAXRSTlMAQObYZgAABDJJREFUeNrt3d2OmzAQBeByZmuwMf/7/s/aBC8Zdi1VjEOapDrnpmmkTAY+25gUqb8YhmEYhmEYhmEYhmEYhmEYzedv5oXzeYDwA8wL5+MQoVRnxKG6NwJ5gRIV3CuUWCMkJCEJSUhCEpKQhCQkIQlJSEISkpCEJCQhCUlIQhKSkIQkJOETCUX8eYSDVrOd/0H6ap9e5PmE2oSthBf5Z4TetbgkOq/vDUDjiwi9i6malVCWBpcssrUQ1r+38/ESNdZ8/+oAuKPnHylaWpuwEQ4hrp/rvk7ZPvXZhH7ClnbYH/dYNAt9e6vmLYQSkbJ9cd/gK+EuwgGIvoAwa8JAONTYsvwDwhZAs7gp7osLEMsW0vqK59xy/cNAOK/ok1u2M+ib6/G7dYGYigj1va4qIcyaOEw4XD8Wg1tnsHs8YYem2yYehuy4jYQ9gG4bv84wCyOWIX0ujfgRaPrUHyCGa2Gt36uD0TKF9PuyJo6WCGhlW5JiIhQdFN1JhJrFf1XXNmcdKkbCKQGko44Gwq7TCnVaHLrbmh7KCVtAygizJgwLadgtLkqYXsXH3VR4nYURkDLCWj8JQI4S5oMAgM4jFBN2OhithHkT9k3tnMTEuUEn4eMIx3S0+up+Qmcn9BGQ7OyJnVCrnUUodsJFm9FJ+ABCvQbLbagMa9e1gVB3srqGTCZCXUfTQtDf3sFcSOiAoAPLRpg3YSac9dZMJ+EDCPVmIOyO20yoV0C/1UNtJuy2DUQAFt3XOzOhDsZSwrwJK2H/U2zUSXgmoQq2/nZXP9gJdeA2o8gU0VgIVRDd1gXaTubQoLETKsFUlRFmTVgJdXOticB4PqEKNn73a0Ypod4MtxOwmAiToNPXKeECMFoJ9SemYsK8CRthr2NYqzX+UYTLdf3SC/fkLrlQRufESFgNAZc0zk/m7UyP/bCVGpfErmrN2xl92bprIhCcMxLmTZgIfcx+oIra2umEQQUvQt/iTIQpIn06gbOFMF94vMiQzqkvIsT3GAnzJgyEemXKJuHphCp4GqHeZnoDoQrm27q2egJh3oSBUAWzSXg+oQqmiEspWEjzW3QDYS6Y/URiJXQpZQtp3oSBUAWzSfgIQhXUlG9nvOhGYDAQZoL9cGsvVmZCTel2Jm/iKKEK5pPwIYQT9pF7CR1aJ9LV6e7gMOHQ/Pwtv8YyioxRB9gTCPdNGAhb7JNNwrMJ61MJvVKMlYFQ8INQ32ikeg5h1oShxD67SfgOhFU/RVwT+uouwmpO/17eTL56EmHWRCGhXlje5/Enkf7OZ5d0P//0Z2euTbzF4098gu3tn2AjIQlJSEISkpCEJCQhCUlIQhKSkIQkJCEJSUhCEpKQhCQkIQn/TjjKGQmQezNifIESgvAKJdaM+OB/cvDuOUL4+cG8cD5/MQzDMAzDMAzDMAzDMAzDMMz/lD+S8ZQhtc1bKQAAAABJRU5ErkJggg==)

In the given array, we consider the leftmost element as pivot. So, in this case, a[left] = 24, a[right] = 27 and a[pivot] = 24.

Since, pivot is at left, so algorithm starts from right and move towards left.
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Now, a[pivot] < a[right], so algorithm moves forward one position towards left, i.e. -
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Now, a[left] = 24, a[right] = 19, and a[pivot] = 24.

Because, a[pivot] > a[right], so, algorithm will swap a[pivot] with a[right], and pivot moves to right, as -
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Now, a[left] = 19, a[right] = 24, and a[pivot] = 24. Since, pivot is at right, so algorithm starts from left and moves to right.

As a[pivot] > a[left], so algorithm moves one position to right as -
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Now, a[left] = 9, a[right] = 24, and a[pivot] = 24. As a[pivot] > a[left], so algorithm moves one position to right as -
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Now, a[left] = 29, a[right] = 24, and a[pivot] = 24. As a[pivot] < a[left], so, swap a[pivot] and a[left], now pivot is at left, i.e. -
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Since, pivot is at left, so algorithm starts from right, and move to left. Now, a[left] = 24, a[right] = 29, and a[pivot] = 24. As a[pivot] < a[right], so algorithm moves one position to left, as -
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Now, a[pivot] = 24, a[left] = 24, and a[right] = 14. As a[pivot] > a[right], so, swap a[pivot] and a[right], now pivot is at right, i.e. -
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Now, a[pivot] = 24, a[left] = 14, and a[right] = 24. Pivot is at right, so the algorithm starts from left and move to right.
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Now, a[pivot] = 24, a[left] = 24, and a[right] = 24. So, pivot, left and right are pointing the same element. It represents the termination of procedure.

Element 24, which is the pivot element is placed at its exact position.

Elements that are right side of element 24 are greater than it, and the elements that are left side of element 24 are smaller than it.
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Now, in a similar manner, quick sort algorithm is separately applied to the left and right sub-arrays. After sorting gets done, the array will be -
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Quicksort complexity

Now, let's see the time complexity of quicksort in best case, average case, and in worst case. We will also see the space complexity of quicksort.

1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n\*logn) |
| **Average Case** | O(n\*logn) |
| **Worst Case** | O(n2) |

* **Best Case Complexity -** In Quicksort, the best-case occurs when the pivot element is the middle element or near to the middle element. The best-case time complexity of quicksort is **O(n\*logn)**.
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of quicksort is **O(n\*logn)**.
* **Worst Case Complexity -** In quick sort, worst case occurs when the pivot element is either greatest or smallest element. Suppose, if the pivot element is always the last element of the array, the worst case would occur when the given array is sorted already in ascending or descending order. The worst-case time complexity of quicksort is **O(n2)**.

Though the worst-case complexity of quicksort is more than other sorting algorithms such as **Merge sort** and **Heap sort**, still it is faster in practice. Worst case in quick sort rarely occurs because by changing the choice of pivot, it can be implemented in different ways. Worst case in quicksort can be avoided by choosing the right pivot element.

2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(n\*logn) |
| **Stable** | NO |

* The space complexity of quicksort is O(n\*logn).

Implementation of quicksort

Now, let's see the programs of quicksort in different programming languages.

**Program:** Write a program to implement quicksort in C language.

1. #include <stdio.h>
2. /\* function that consider last element as pivot,
3. place the pivot at its exact position, and place
4. smaller elements to left of pivot and greater
5. elements to right of pivot.  \*/
6. **int** partition (**int** a[], **int** start, **int** end)
7. {
8. **int** pivot = a[end]; // pivot element
9. **int** i = (start - 1);
11. **for** (**int** j = start; j <= end - 1; j++)
12. {
13. // If current element is smaller than the pivot
14. **if** (a[j] < pivot)
15. {
16. i++; // increment index of smaller element
17. **int** t = a[i];
18. a[i] = a[j];
19. a[j] = t;
20. }
21. }
22. **int** t = a[i+1];
23. a[i+1] = a[end];
24. a[end] = t;
25. **return** (i + 1);
26. }
28. /\* function to implement quick sort \*/
29. **void** quick(**int** a[], **int** start, **int** end) /\* a[] = array to be sorted, start = Starting index, end = Ending index \*/
30. {
31. **if** (start < end)
32. {
33. **int** p = partition(a, start, end); //p is the partitioning index
34. quick(a, start, p - 1);
35. quick(a, p + 1, end);
36. }
37. }
39. /\* function to print an array \*/
40. **void** printArr(**int** a[], **int** n)
41. {
42. **int** i;
43. **for** (i = 0; i < n; i++)
44. printf("%d ", a[i]);
45. }
46. **int** main()
47. {
48. **int** a[] = { 24, 9, 29, 14, 19, 27 };
49. **int** n = **sizeof**(a) / **sizeof**(a[0]);
50. printf("Before sorting array elements are - \n");
51. printArr(a, n);
52. quick(a, 0, n - 1);
53. printf("\nAfter sorting array elements are - \n");
54. printArr(a, n);
56. **return** 0;
57. }

**Output:**
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**Program:** Write a program to implement quick sort in C++ language.

1. #include <iostream>
3. **using** **namespace** std;
5. /\* function that consider last element as pivot,
6. place the pivot at its exact position, and place
7. smaller elements to left of pivot and greater
8. elements to right of pivot.  \*/
9. **int** partition (**int** a[], **int** start, **int** end)
10. {
11. **int** pivot = a[end]; // pivot element
12. **int** i = (start - 1);
14. **for** (**int** j = start; j <= end - 1; j++)
15. {
16. // If current element is smaller than the pivot
17. **if** (a[j] < pivot)
18. {
19. i++; // increment index of smaller element
20. **int** t = a[i];
21. a[i] = a[j];
22. a[j] = t;
23. }
24. }
25. **int** t = a[i+1];
26. a[i+1] = a[end];
27. a[end] = t;
28. **return** (i + 1);
29. }
31. /\* function to implement quick sort \*/
32. **void** quick(**int** a[], **int** start, **int** end) /\* a[] = array to be sorted, start = Starting index, end = Ending index \*/
33. {
34. **if** (start < end)
35. {
36. **int** p = partition(a, start, end);  //p is the partitioning index
37. quick(a, start, p - 1);
38. quick(a, p + 1, end);
39. }
40. }
42. /\* function to print an array \*/
43. **void** printArr(**int** a[], **int** n)
44. {
45. **int** i;
46. **for** (i = 0; i < n; i++)
47. cout<<a[i]<< " ";
48. }
49. **int** main()
50. {
51. **int** a[] = { 23, 8, 28, 13, 18, 26 };
52. **int** n = **sizeof**(a) / **sizeof**(a[0]);
53. cout<<"Before sorting array elements are - \n";
54. printArr(a, n);
55. quick(a, 0, n - 1);
56. cout<<"\nAfter sorting array elements are - \n";
57. printArr(a, n);
59. **return** 0;
60. }

**Output:**

![Quick Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAngAAABFCAMAAADuMmtSAAAAnFBMVEUAAADl5eUAAo66YADCwZAAAWNvAAAAkcLlv44AZayfAADNjAA7rdi15eWc2OXl5cLl1qzhqmLS5eTl5dd7w+U9rcKd2MO82K2lwqx8w9jdwI+25cOd2NjY16zkv6+Pj4/Hq2S25djGq6sAZZCsrGW0jgCZYgDBwdfT5cJuAGHMjI1uAI25YIwAAWbNjGF3w9ib2MJRkcHl1qrMiwDubhyDAAAEVklEQVR42uycCXPaMBCFLRwjGx/EQI/Qlt73Oe3//29dSXnIsCOmTJNA4vdNZsyud7Wa0RtJRjgZIYSMmklrzGV2rlQLU2bk3mONox+6rvLsf3iEdHtLAplc/Gs/yBljneh+5tFRPJ6lYs9jwCm8B4ET3vdfM7/ALvPrKXAu2mu8LZdSVrce9yMrCfuY78dJmFBiSZS0TWdMHeJ/dPPhkmkup9s8XOEvOv95iXDUh/Bgt5t2+a01NWzUQz/Qz1TdkEeN3jlBaH/CAjt5NtvOeE0p9mvnbEWGL7f3QfXKDWKu4jDTRIGICp5Ms1UvYpII8PZDWIyRhyv81qujRDjqo13YUlp6Ua1hox76gX4m6yIv4ATvqDNym2DG6/xMJdQQnoxdGDXoB/d3RqhWcVp4F75JFxcHGA2WCMM1+ouuDoIOoD4CYYshf9UaNuqhH+hnoq6YFNppsL2XmReGkBSe2IrieX6E8NA0UiVtrYQHv5/yMOGhPgIHNoQHWwkPjSbqujxyCmwfHkCbPgoP+nHrEISB+6Cp/SiqOLnhZqt94fmQZj4bCEnC9IwX/UX3BRMe6iMQ9kB4sFEP/UA/k3Ulj5wAaxy/p24TLshAhYeLsAa5fVncpPv7oAmmjqsW4vfhQi23Lz93Zu7jNl7TsfCbRYk8XOF3Ec4EqI92YUvzX9uyWsBGPfQD/UzVlTwutQ+e476psXzYJDdD9eKYDdWKJxTkBmjcCn7EuR0XQEIIIYQQQu4Zq3BonlWL3c2/dX4Vp/2N+zYM+cqfakcoOj4+jJimD2fxVlRjy92vPmDHOO23pTsCQL7yJ9vJJi1VN3aKp9PtFdja2ypO+3Hmpf2H2smu+PXw6LE1Zqld2UzeqTjlDx7kK/+hdsjIuT5QaPb3bmaZ6zj4tfBifvSn26ncDzZ5QD9mZHeGTwPlVOsoqRin/dGK+dGfbseaksvtqPFq0e8pNHFvFuOUHwJT+fCn2gk/CrV8vhgtogP/q5FVL7PTp1kGqvdOOipO+WHF/Og/1I4oki/kjJiiw8s9K+zF4o1oxzj4gRW3OJCv/Il2/Ce+IUsIIYQQQgghhBBCCP8vHvnbzh2sJhBDYRhFikg3hSkW2r5F3//lapBfF0GCcBHlngPu7m5CCGbme177j3z8lYvTrzddPB5g//235Wvr84PTxeMBDtu4w08XL125dOPSkdPFo9jPCO9MO166cenI6eJR6/13/KaFl25cnrcuHqVSh5oW3mnBZGHo4lEs72getqyOa1duuzxvXTzKfY4T9nG3y86Xrly6cenI6eLxenTxuIMuHq9MFw8AAJqo6t1l/nYHb+7suT3oq6h3N+ZXHby5s+ePk76qenfDqoM3d/ZseW3V9O4yv+jgzZ092irq3WV+3cFLZ8+LmK1V9e4yv+7gpbOnCtpaUe8u8+sOXjp7zni9FfXuMr/s4F07e3a81sp6d8dFB2/q7DnjAQAAAAAA8AT+AfDaXefYfOhXAAAAAElFTkSuQmCC)

**Program:** Write a program to implement quicksort in python.

1. #function that consider last element as pivot,
2. #place the pivot at its exact position, and place
3. #smaller elements to left of pivot and greater
4. #elements to right of pivot.
6. def partition (a, start, end):
7. i = (start - 1)
8. pivot = a[end] # pivot element
10. **for** j in range(start, end):
11. # If current element is smaller than or equal to the pivot
12. **if** (a[j] <= pivot):
13. i = i + 1
14. a[i], a[j] = a[j], a[i]
16. a[i+1], a[end] = a[end], a[i+1]
18. **return** (i + 1)
20. # function to implement quick sort
21. def quick(a, start, end): # a[] = array to be sorted, start = Starting index, end = Ending index
22. **if** (start < end):
23. p = partition(a, start, end) # p is partitioning index
24. quick(a, start, p - 1)
25. quick(a, p + 1, end)

28. def printArr(a): # function to print the array
29. **for** i in range(len(a)):
30. print (a[i], end = " ")

33. a = [68, 13, 1, 49, 58]
34. print("Before sorting array elements are - ")
35. printArr(a)
36. quick(a, 0, len(a)-1)
37. print("\nAfter sorting array elements are - ")
38. printArr(a)

**Output:**

![Quick Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAk4AAABSCAMAAACVDKsOAAAAqFBMVEUAAADl5eUAAo66YADCwZAAAWPlv47NjACfAAAAZay15eVvAAAAkcI7rdic2OXhqmLS5eWd2MPl5cLl5dd7w+U9rcLl1qy82K18w9jdwI+25cOd2Nilwqzlv6+Pj4/Hq2S25dgAkcHT5djY16zGq6sAZZCZYgDCwtSsrGVuAGG0jgDT5cKsrME+ra3cwKvMjI1uAI25YIwAAWbNjGGfAF93w9hRkcF0AABIHFHHAAAEgklEQVR42uycCXPaMBCFMY4PiG0SYyikSdv0Su/7+P//rM/SrJ/Hxh2S0g6N3zelZqWVVhPtrBbJo8lNIMShmAghhBBjZDoPgvXkWJmdBfFEHCnXQc2iXbQJJ3/Cyppnf2napyf7jkP8c65rV/oesiA6T4d0j2Ma5U5HTO1OX85Tt8QtMQNZAEp4VO5kPGKsLwurJxXUbsKuHtRAbIsSml0VQZB4/a9F2V60gvVp086eVh4V7vuy0ad9uBPl+dV8+XkeJCabPRsHxzlg17WT5x10tUv8Eje9SJvolMeQn9SFczjXo6bemD3G52nY07OowGnH3D44nVQLuAg0jBcv/XJo7exp5Zmbc66XtI9+KcM0RjHbmmz2/Dg4ziG77NcDN/Z/EHH36FS4qAIScyfMiJsLmz3W8+8OsafXd6cT1yX0OG1Nh7Gp2ZPlUZE4N3XQvlekDAH/ZluTzZ4fB8c5YBei3OfQ7gSncNMNBt0Jco/oYXgrd8Kz1RTNtj13YjnCE4MT7TtFyuZOJnfdicb6dq1fcWB3uo4n+YLu1HjFJmym29eTPPFz09azCkSWrjs5lbxMW+4BtV50Yjn+/8jgRPtO0WS6k5dpz8Zh4xy0i3bikKkTWP9EyuqDfu5Tcb8K1PkOU1qQcHq92NXzuW7i1EGC6vXrIiid3hWjk0v5n5/F1s6eVu40GJwa+9avyej+0xxJtZdpz8Zh4xyyi3Za7P5TbrcHkekHl/gds2e3SVQq7X6LQXK3hu5/0qMlSAghhBBC3Hcif0abuaNRkgexnZmW6Y5yUpWp12P7Zj/K96ud59GAM1P7EZ/RUfDdbxtnZbqznGTYnXQ7z6bHUxHrVz/5R8Mm9E6RwCUuT3e8V7S7nOLFt9qdZls7maE7sV+Fp5HAIzN8XnVrLCL1ykmVRI075Un3/STrV4yD2YeiznHsNTjCM13mPu1yulrULHZB0glcKZrr9bQR4Q5aNyGiS9dRKGXr4cUuDwDq61R8+c65E1k1/YpxgAjiEpx8MHdiTsTygZPd92kvL8uVO42KPPFR5M3u6FQtEHjepnu4E3Msa4eohn4VncZEve0UuwdzHL9d5Auq3eWGbSxN5+5BKn/kGxXKnYQQQgghhBBCCCHGje51EofYxCzT9psqq1D3Ook7E13+WNhRiZ8O3esk7ky2wAltc69Tcy8SvrTvbdK9TmLftzFXYSc68f4kuwdJ9zqJfcCM4NNxJ957ZLOoe51+tXPHKAgDQRhGC8HGQKzE+59UV9kMREbCVIF57wBp9mfZJh8HzGLKbk5jLts6dJ04IP4qWNZ55tFFWrdT1HXioPv7PTperXFLfbpIW/dodpB0nTgLXScGXSdORtcJAADCvteUdZ2KHafoRuk79TJ7TUnXqdBxim6UvlNDMaek61TrOD0v+k4d5XNarrWOU3xF36mdmM9v16nYcYpulL5TN39up8et1HGKbpS+UzvpnMZMah2n6EbpO3Uz5pN2nWodp+hG6Tv1Er2mpOtU6DhFN0rfCQAAAAAAAAAAAAAAgK8Xh6dcpS1/XyUAAAAASUVORK5CYII=)

**Program:** Write a program to implement quicksort in Java.

1. **public** **class** Quick
2. {
3. /\* function that consider last element as pivot,
4. place the pivot at its exact position, and place
5. smaller elements to left of pivot and greater
6. elements to right of pivot.  \*/
7. **int** partition (**int** a[], **int** start, **int** end)
8. {
9. **int** pivot = a[end]; // pivot element
10. **int** i = (start - 1);
12. **for** (**int** j = start; j <= end - 1; j++)
13. {
14. // If current element is smaller than the pivot
15. **if** (a[j] < pivot)
16. {
17. i++; // increment index of smaller element
18. **int** t = a[i];
19. a[i] = a[j];
20. a[j] = t;
21. }
22. }
23. **int** t = a[i+1];
24. a[i+1] = a[end];
25. a[end] = t;
26. **return** (i + 1);
27. }
29. /\* function to implement quick sort \*/
30. **void** quick(**int** a[], **int** start, **int** end) /\* a[] = array to be sorted, start = Starting index, end = Ending index \*/
31. {
32. **if** (start < end)
33. {
34. **int** p = partition(a, start, end);  //p is partitioning index
35. quick(a, start, p - 1);
36. quick(a, p + 1, end);
37. }
38. }
40. /\* function to print an array \*/
41. **void** printArr(**int** a[], **int** n)
42. {
43. **int** i;
44. **for** (i = 0; i < n; i++)
45. System.out.print(a[i] + " ");
46. }
47. **public** **static** **void** main(String[] args) {
48. **int** a[] = { 13, 18, 27, 2, 19, 25 };
49. **int** n = a.length;
50. System.out.println("\nBefore sorting array elements are - ");
51. Quick q1 = **new** Quick();
52. q1.printArr(a, n);
53. q1.quick(a, 0, n - 1);
54. System.out.println("\nAfter sorting array elements are - ");
55. q1.printArr(a, n);
56. System.out.println();
57. }
58. }

**Output**

After the execution of above code, the output will be -

![Quick Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoAAAAB6AgMAAABSNQrmAAAADFBMVEXAwMAAAP+ImM+gs/Mh8oDuAAADaklEQVR42u2aPW7jMBCFH4vpd4HhfVSsexb0fZxCN4gvsZfcnR8p+jNgqLA5QfgAjWZIG/lCUqKfbPwLLvwNLtwQXB2wA55UBwynDtgBT6oDhtO92Omaa64E8NKTtEeOrAWjlUYGfgnA7z9EaViDEDsgNQakVFgA0kCkOIuYJlA0lAPSBCixUmGmQkUBPSPpntvxfo365wcDrBBEMNvhgFAsyed2vFsOKBgKaBhUWQ5jygYIHbe5He+WTzF4ApTMZYDXCdAKU5MRZAEkA7Sp1pXmKFSnKZZ/wdtbAPp9MOnFkAVRMC6CevFplfNV2gVwbsf7ddtUmzG6btpb6Ah4uJEs7af0k/biDtgBT6oDhlMH7IAn1QHDae+Lj664iZ77YnfFzU3n3heHc8WPffHOFTfQM1+8dcUN9NQXb1xxAz31xYsrbj+CD33x4oqbr8HHvnjtitFEz33xFTF0i+J/v+1e3AE74El1wHDqgB3wpDpgON2reeC9Sphn/SPh8LE+7QCP2AnvkgNiq6U+Ar7dLY9EhUAlmxuWXLJcJRa6AFaxu2Ppl17rs4j5Xa/VWJmzmqNsXo41IzOiWkOrLJG0z1ov9hrMvXrOr7QHI+XqZilXwLMFkKpUF4nSJP0yciyvU0CC90rrazUSOxZYy6LZAugV+whqK2QEtZYcy7teKQFkB3QgQ2IDrQtgqrsp/sLnVxPeqzpiPwD3x6nQ1Z/QyBQO0nOxXFqpMMnBSV7nvXJ+qNfvJNuxifh17Hps8oCT+jl78c1X0bQC9Y62qSta62NgBpJFu4SxqdFcd3twnneAOQ7ghwGmIUuUTAC9NrYYgKkIkK/EAiXyumqW2z/tmkeQq0aHW2Xth/ALUCLJWaMDahYCcH3VKqDXlkW4SnQvBvIUBUui1ZYFeOIafydBcIUH/BhCu2JgLMQprisGPplAcV2xA5rX5ZCuWAEFBuqGQ7piu1HDxvAS0hXPa5BBMV3xBGjTFtIVK6D4YHPDIV0xcIvtigUwtiv+Bnvx6C54iYsj1tj+hwGf/nl6F1mCRUJbOWBeeeMcDfBmowaLee+Iuf1vy3Aze5ks0t4RlxCuTqAeeWO22N40jVgB8tYRk1aNdbyKF0csMQDgvbr/XcVhyQMAht9JOmAHPKkOGE4dsAOeVAcMp+iA/wHmZvcHGDeWOwAAAABJRU5ErkJggg==)

**Program:** Write a program to implement quick sort in php.

1. **<?php**
2. /\* function that consider last element as pivot,
3. place the pivot at its exact position, and place
4. smaller elements to left of pivot and greater
5. elements to right of pivot.  \*/
6. function partition (&$a, $start, $end)
7. {
8. $pivot = $a[$end]; // pivot element
9. $i = ($start - 1);
11. for ($j = $start; $j **<**= $end - 1; $j++)
12. {
13. // If current element is smaller than the pivot
14. if ($a[$j] **<** $pivot)
15. {
16. $i++; // increment index of smaller element
17. $t = $a[$i];
18. $a[$i] = $a[$j];
19. $a[$j] = $t;
20. }
21. }
22. $t = $a[$i+1];
23. $a[$i+1] = $a[$end];
24. $a[$end] = $t;
25. return ($i + 1);
26. }
28. /\* function to implement quick sort \*/
29. function quick(&$a, $start, $end) /\* a[] = array to be sorted, start = Starting index, end = Ending index \*/
30. {
31. if ($start **<** $end)
32. {
33. $p = partition($a, $start, $end); //p is partitioning index
34. quick($a, $start, $p - 1);
35. quick($a, $p + 1, $end);
36. }
37. }
39. function printArray($a, $n)
40. {
41. for($i = 0; $i **<** $n; $i++)
42. {
43. print\_r($a[$i]);
44. echo " ";
45. }
46. }
47. $a = array( 89, 47, 2, 17, 8, 19 );
48. $n = count($a);
49. echo "Before sorting array elements are - **<br>**";
50. printArray($a, $n);
51. quick($a, 0, $n - 1);
52. echo "**<br>** After sorting array elements are - **<br>**";
53. printArray($a, $n);
55. **?>**

**Output**

After the execution of above code, the output will be -
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So, that's all about the article. Hope the article will be helpful and informative to you.

This article was not only limited to the algorithm. Along with the algorithm, we have also discussed the quick sort complexity, working, and implementation in different programming languages.

Radix Sort Algorithm

In this article, we will discuss the Radix sort Algorithm. Radix sort is the linear sorting algorithm that is used for integers. In Radix sort, there is digit by digit sorting is performed that is started from the least significant digit to the most significant digit.

The process of radix sort works similar to the sorting of students names, according to the alphabetical order. In this case, there are 26 radix formed due to the 26 alphabets in English. In the first pass, the names of students are grouped according to the ascending order of the first letter of their names. After that, in the second pass, their names are grouped according to the ascending order of the second letter of their name. And the process continues until we find the sorted list.

Now, let's see the algorithm of Radix sort.

Algorithm

1. radixSort(arr)
2. max = largest element in the given array
3. d = number of digits in the largest element (or, max)
4. Now, create d buckets of size 0 - 9
5. **for** i -> 0 to d
6. sort the array elements using counting sort (or any stable sort) according to the digits at
7. the ith place

Working of Radix sort Algorithm

Now, let's see the working of Radix sort Algorithm.

The steps used in the sorting of radix sort are listed as follows -

* First, we have to find the largest element (suppose **max**) from the given array. Suppose **'x'** be the number of digits in **max**. The **'x'** is calculated because we need to go through the significant places of all elements.
* After that, go through one by one each significant place. Here, we have to use any stable sorting algorithm to sort the digits of each significant place.

Now let's see the working of radix sort in detail by using an example. To understand it more clearly, let's take an unsorted array and try to sort it using radix sort. It will make the explanation clearer and easier.
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In the given array, the largest element is **736** that have **3** digits in it. So, the loop will run up to three times (i.e., to the **hundreds place**). That means three passes are required to sort the array.

Now, first sort the elements on the basis of unit place digits (i.e., **x = 0**). Here, we are using the counting sort algorithm to sort the elements.

Pass 1:

In the first pass, the list is sorted on the basis of the digits at 0's place.
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After the first pass, the array elements are -
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Pass 2:

In this pass, the list is sorted on the basis of the next significant digits (i.e., digits at 10th place).
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After the second pass, the array elements are -
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Pass 3:

In this pass, the list is sorted on the basis of the next significant digits (i.e., digits at 100th place).
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After the third pass, the array elements are -
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Now, the array is sorted in ascending order.

Radix sort complexity

Now, let's see the time complexity of Radix sort in best case, average case, and worst case. We will also see the space complexity of Radix sort.

1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | Ω(n+k) |
| **Average Case** | θ(nk) |
| **Worst Case** | O(nk) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of Radix sort is **Ω(n+k)**.
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of Radix sort is **θ(nk)**.
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of Radix sort is **O(nk)**.

Radix sort is a non-comparative sorting algorithm that is better than the comparative sorting algorithms. It has linear time complexity that is better than the comparative algorithms with complexity O(n logn).

2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(n + k) |
| **Stable** | YES |

* The space complexity of Radix sort is O(n + k).

Implementation of Radix sort

Now, let's see the programs of Radix sort in different programming languages.

**Program:** Write a program to implement Radix sort in C language.

1. #include <stdio.h>
3. **int** getMax(**int** a[], **int** n) {
4. **int** max = a[0];
5. **for**(**int** i = 1; i<n; i++) {
6. **if**(a[i] > max)
7. max = a[i];
8. }
9. **return** max; //maximum element from the array
10. }
12. **void** countingSort(**int** a[], **int** n, **int** place) // function to implement counting sort
13. {
14. **int** output[n + 1];
15. **int** count[10] = {0};
17. // Calculate count of elements
18. **for** (**int** i = 0; i < n; i++)
19. count[(a[i] / place) % 10]++;
21. // Calculate cumulative frequency
22. **for** (**int** i = 1; i < 10; i++)
23. count[i] += count[i - 1];
25. // Place the elements in sorted order
26. **for** (**int** i = n - 1; i >= 0; i--) {
27. output[count[(a[i] / place) % 10] - 1] = a[i];
28. count[(a[i] / place) % 10]--;
29. }
31. **for** (**int** i = 0; i < n; i++)
32. a[i] = output[i];
33. }
35. // function to implement radix sort
36. **void** radixsort(**int** a[], **int** n) {
38. // get maximum element from array
39. **int** max = getMax(a, n);
41. // Apply counting sort to sort elements based on place value
42. **for** (**int** place = 1; max / place > 0; place \*= 10)
43. countingSort(a, n, place);
44. }
46. // function to print array elements
47. **void** printArray(**int** a[], **int** n) {
48. **for** (**int** i = 0; i < n; ++i) {
49. printf("%d  ", a[i]);
50. }
51. printf("\n");
52. }
54. **int** main() {
55. **int** a[] = {181, 289, 390, 121, 145, 736, 514, 888, 122};
56. **int** n = **sizeof**(a) / **sizeof**(a[0]);
57. printf("Before sorting array elements are - \n");
58. printArray(a,n);
59. radixsort(a, n);
60. printf("After applying Radix sort, the array elements are - \n");
61. printArray(a, n);
62. }

**Output:**

After the execution of the above code, the output will be -
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**Program:** Write a program to implement Radix sort in C++.

1. #include <iostream>
3. **using** **namespace** std;
5. **int** getMax(**int** a[], **int** n) {
6. **int** max = a[0];
7. **for**(**int** i = 1; i<n; i++) {
8. **if**(a[i] > max)
9. max = a[i];
10. }
11. **return** max; //maximum element from the array
12. }
14. **void** countingSort(**int** a[], **int** n, **int** place) // function to implement counting sort
15. {
16. **int** output[n + 1];
17. **int** count[10] = {0};
19. // Calculate count of elements
20. **for** (**int** i = 0; i < n; i++)
21. count[(a[i] / place) % 10]++;
23. // Calculate cumulative frequency
24. **for** (**int** i = 1; i < 10; i++)
25. count[i] += count[i - 1];
27. // Place the elements in sorted order
28. **for** (**int** i = n - 1; i >= 0; i--) {
29. output[count[(a[i] / place) % 10] - 1] = a[i];
30. count[(a[i] / place) % 10]--;
31. }
33. **for** (**int** i = 0; i < n; i++)
34. a[i] = output[i];
35. }
37. // function to implement radix sort
38. **void** radixsort(**int** a[], **int** n) {
40. // get maximum element from array
41. **int** max = getMax(a, n);
43. // Apply counting sort to sort elements based on place value
44. **for** (**int** place = 1; max / place > 0; place \*= 10)
45. countingSort(a, n, place);
46. }
48. // function to print array elements
49. **void** printArray(**int** a[], **int** n) {
50. **for** (**int** i = 0; i < n; ++i)
51. cout<<a[i]<<" ";
52. }
54. **int** main() {
55. **int** a[] = {171, 279, 380, 111, 135, 726, 504, 878, 112};
56. **int** n = **sizeof**(a) / **sizeof**(a[0]);
57. cout<<"Before sorting array elements are - \n";
58. printArray(a,n);
59. radixsort(a, n);
60. cout<<"\n\nAfter applying Radix sort, the array elements are - \n";
61. printArray(a, n);
62. **return** 0;
63. }

**Output:**

![Radix Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement Radix sort in C#.

1. **using** System;
2. **class** RadixSort {
4. **static** **int** getMax(**int**[] a, **int** n) {
5. **int** max = a[0];
6. **for**(**int** i = 1; i<n; i++) {
7. **if**(a[i] > max)
8. max = a[i];
9. }
10. **return** max; //maximum element from the array
11. }
13. **static** **void** countingSort(**int**[] a, **int** n, **int** place) // function to implement counting sort
14. {
15. **int**[] output = **new** **int**[n+1];
16. **int**[] count = **new** **int**[10];
18. // Calculate count of elements
19. **for** (**int** i = 0; i < n; i++)
20. count[(a[i] / place) % 10]++;
22. // Calculate cumulative frequency
23. **for** (**int** i = 1; i < 10; i++)
24. count[i] += count[i - 1];
26. // Place the elements in sorted order
27. **for** (**int** i = n - 1; i >= 0; i--) {
28. output[count[(a[i] / place) % 10] - 1] = a[i];
29. count[(a[i] / place) % 10]--;
30. }
32. **for** (**int** i = 0; i < n; i++)
33. a[i] = output[i];
34. }
36. // function to implement radix sort
37. **static** **void** radixsort(**int**[] a, **int** n) {
39. // get maximum element from array
40. **int** max = getMax(a, n);
42. // Apply counting sort to sort elements based on place value
43. **for** (**int** place = 1; max / place > 0; place \*= 10)
44. countingSort(a, n, place);
45. }
47. // function to print array elements
48. **static** **void** printArray(**int**[] a, **int** n) {
49. **for** (**int** i = 0; i < n; ++i)
50. Console.Write(a[i] + " ");
51. }
53. **static** **void** Main() {
54. **int**[] a = {161, 269, 370, 101, 125, 716, 54, 868, 12};
55. **int** n = a.Length;
56. Console.Write("Before sorting array elements are - \n");
57. printArray(a,n);
58. radixsort(a, n);
59. Console.Write("\n\nAfter applying Radix sort, the array elements are - \n");
60. printArray(a, n);
61. }
62. }

**Output:**

![Radix Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement Radix sort in Java.

1. **class** RadixSort {
3. **int** getMax(**int** a[], **int** n) {
4. **int** max = a[0];
5. **for**(**int** i = 1; i<n; i++) {
6. **if**(a[i] > max)
7. max = a[i];
8. }
9. **return** max; //maximum element from the array
10. }
12. **void** countingSort(**int** a[], **int** n, **int** place) // function to implement counting
14. sort
15. {
16. **int**[] output = **new** **int**[n+1];
17. **int**[] count = **new** **int**[10];
19. // Calculate count of elements
20. **for** (**int** i = 0; i < n; i++)
21. count[(a[i] / place) % 10]++;
23. // Calculate cumulative frequency
24. **for** (**int** i = 1; i < 10; i++)
25. count[i] += count[i - 1];
27. // Place the elements in sorted order
28. **for** (**int** i = n - 1; i >= 0; i--) {
29. output[count[(a[i] / place) % 10] - 1] = a[i];
30. count[(a[i] / place) % 10]--;
31. }
33. **for** (**int** i = 0; i < n; i++)
34. a[i] = output[i];
35. }
37. // function to implement radix sort
38. **void** radixsort(**int** a[], **int** n) {
40. // get maximum element from array
41. **int** max = getMax(a, n);
43. // Apply counting sort to sort elements based on place value
44. **for** (**int** place = 1; max / place > 0; place \*= 10)
45. countingSort(a, n, place);
46. }
48. // function to print array elements
49. **void** printArray(**int** a[], **int** n) {
50. **for** (**int** i = 0; i < n; ++i)
51. System.out.print(a[i] + " ");
52. }
54. **public** **static** **void** main(String args[]) {
55. **int** a[] = {151, 259, 360, 91, 115, 706, 34, 858, 2};
56. **int** n = a.length;
57. RadixSort r1 = **new** RadixSort();
58. System.out.print("Before sorting array elements are - \n");
59. r1.printArray(a,n);
60. r1.radixsort(a, n);
61. System.out.print("\n\nAfter applying Radix sort, the array elements are -
63. \n");
64. r1.printArray(a, n);
65. }
66. }

**Output:**

![Radix Sort Algorithm](data:image/png;base64,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)

So, that's all about the article. Hope the article will be helpful and informative to you.

Selection Sort Algorithm

In this article, we will discuss the Selection sort Algorithm. The working procedure of selection sort is also simple. This article will be very helpful and interesting to students as they might face selection sort as a question in their examinations. So, it is important to discuss the topic.

In selection sort, the smallest value among the unsorted elements of the array is selected in every pass and inserted to its appropriate position into the array. It is also the simplest algorithm. It is an in-place comparison sorting algorithm. In this algorithm, the array is divided into two parts, first is sorted part, and another one is the unsorted part. Initially, the sorted part of the array is empty, and unsorted part is the given array. Sorted part is placed at the left, while the unsorted part is placed at the right.

In selection sort, the first smallest element is selected from the unsorted array and placed at the first position. After that second smallest element is selected and placed in the second position. The process continues until the array is entirely sorted.

The average and worst-case complexity of selection sort is **O(n2)**, where **n** is the number of items. Due to this, it is not suitable for large data sets.

Selection sort is generally used when -

* A small array is to be sorted
* Swapping cost doesn't matter
* It is compulsory to check all elements

Now, let's see the algorithm of selection sort.

Algorithm

1. SELECTION SORT(arr, n)
3. Step 1: Repeat Steps 2 **and** 3 **for** i = 0 to n-1
4. Step 2: CALL SMALLEST(arr, i, n, pos)
5. Step 3: SWAP arr[i] with arr[pos]
6. [END OF LOOP]
7. Step 4: EXIT
9. SMALLEST (arr, i, n, pos)
10. Step 1: [INITIALIZE] SET SMALL = arr[i]
11. Step 2: [INITIALIZE] SET pos = i
12. Step 3: Repeat **for** j = i+1 to n
13. **if** (SMALL > arr[j])
14. SET SMALL = arr[j]
15. SET pos = j
16. [END OF **if**]
17. [END OF LOOP]
18. Step 4: RETURN pos

Working of Selection sort Algorithm

Now, let's see the working of the Selection sort Algorithm.

To understand the working of the Selection sort algorithm, let's take an unsorted array. It will be easier to understand the Selection sort via an example.

Let the elements of array are -

![selection Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQIAAAAnBAMAAAAWd1tSAAAAHlBMVEX/////5ZkAAADdxoWnlmSJe1LDr3VpXj8jHxVHQCss0pkaAAACDklEQVRYw+2XQa6bMBCGq95gwMFhVwYTmiVsugapB4Ab4BuA1EWXIFXKNpEqvd6280w8Nq9qeN20T6pnE8ue/5/PeHDEuxAhXsR7/Lvx4VcCeBEZbCOCBxPZH6sDwVsmiHKAFnP2WHAEQGysxxHL50kc7IRYx9m6eN6qASuYkDIsQUxOEssHBJLkcQZLdfeQnSihvgplC36BdoTS21Y/yNwW/A569NVUvTI//AxSIrhR1u8J2s9mA7rjXZBgquAHe0Ca+QS0EiuXnM6+Wqj+mSAuWN22TXICmT84hYMhqD2CCZ78XYDcENBisiHYqvvKeLL6m25IL067BLphDyoxrU4RF/EJ9FxfXXI/sNoRRFebfMh0Q/qk2CW4AXtQdtvB4gjoGSMqJkiw4OQUT6z2CFpu27oxBPEugVDO4ziDQJwcwcU4d9ZUfkTvyPTMakdwYdyv8EoCPTqPW2WcXDfnfN7Rui4LRyAUq5kgKSxBkt8J1A5BfAb2kOa5eu/CNNzb0UyY7VwcQVywmgnSzBIckOLTKzoxmp1H35jDVtxLaj0b01z3lSdHkChWM0E9WgLTpeJE/DsEC7CHKMyw5m5uO8rpYOLmWkDw25hTeVYzQT9sCOBCzfzgRkIsBSLaa+5I41FjAVyQEmLEjCdSdyuTugRPbcYjnGFLcET1tv+ZAkEgCAT//nshRIgQIf73+AkjNhHfD6BaLAAAAABJRU5ErkJggg==)

Now, for the first position in the sorted array, the entire array is to be scanned sequentially.

At present, **12** is stored at the first position, after searching the entire array, it is found that **8** is the smallest value.

![selection Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPMAAAA5CAMAAADUW+3fAAAAS1BMVEX/////5ZkAAAC0xufjS1anlmSJe1LdxoVpXj/Dr3UiHhZHQCucrMhhanx2gpeuOUI/FRgfCgyVMTjFQUt6KC6Kl7FKUl9dHyMyN0Cw2+FIAAACSklEQVRo3u2X23biMAxF6zPjm5wC4db+/5dOhJOKRiZphjeq/QCGdaJ428Yxb4ZhGIZhGIZhGIbxDHhxms5/VoBbAW4N/G2yfuHz9zZnc/61zkDHbzsMdNqZAKRaacDLfVWAwGTtfMTAXjsTgMINj4HYUqpfJ1SyDkTu0xhJP3S+jqYdf0Xo5s4pcJcSFy/cmqR1wCG15/nMvh84zZ3LcGWupW8DEJUzi8S7T41BKdW5oNb6ifMOu3eZ3Qve9doeKyZEbhVXUYHHzofD8HLCsbm2C42NjDAv7eGDOEcVqBF2zsiudnHJWbhz7pSzjHAhNdZCWnTuh5f9Y2etJLCzNHWAQoafuuWRtztfsGvPM41l5cYq8Nh5j36Y5kNzDwvIX/Psl51RnAoE1OsKyVLZ6PwJvYdNtfytIClnuRkYr5xZGjg39u0CIMsHt+jskVUgwt87xy3O8uNuOhN9ba6p6UwkfQza+QN9ldbznEGTkl92JnIqkIp70vmCa/P5XBDvF1PlUaCQ/j3jxN5n7SyuvOcuOmcEFciIM2e/0bnDZ/NMkmRRqX1bBxLmzqdq2/fKWeaGH4TLzgU6EDAS/3cPAzXPYWEaPL3RSECg8s1ZduyDdpaKILfsHJF0QApUWzbf5Exonj29rKlv06EDgd9T4xzWc+uon1WIky3BrTgH5CVnRyTLf/1McuM6NdDNnAk3ksv8Jv46EMG0ztsHffaUTXFsMFENJ6YIiltyrt3w9h/DnM3ZnM35lZxfnDfDMAzDMAzDMAzDMAzjnn+ley5BigurkAAAAABJRU5ErkJggg==)

So, swap 12 with 8. After the first iteration, 8 will appear at the first position in the sorted array.
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For the second position, where 29 is stored presently, we again sequentially scan the rest of the items of unsorted array. After scanning, we find that 12 is the second lowest element in the array that should be appeared at second position.
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Now, swap 29 with 12. After the second iteration, 12 will appear at the second position in the sorted array. So, after two iterations, the two smallest values are placed at the beginning in a sorted way.
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The same process is applied to the rest of the array elements. Now, we are showing a pictorial representation of the entire sorting process.
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Now, the array is completely sorted.

Selection sort complexity

Now, let's see the time complexity of selection sort in best case, average case, and in worst case. We will also see the space complexity of the selection sort.

1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n2) |
| **Average Case** | O(n2) |
| **Worst Case** | O(n2) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e. the array is already sorted. The best-case time complexity of selection sort is **O(n2)**.
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of selection sort is **O(n2)**.
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of selection sort is **O(n2)**.

2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |
| **Stable** | YES |

* The space complexity of selection sort is O(1). It is because, in selection sort, an extra variable is required for swapping.

Implementation of selection sort

Now, let's see the programs of selection sort in different programming languages.

**Program:** Write a program to implement selection sort in C language.

1. #include <stdio.h>
3. **void** selection(**int** arr[], **int** n)
4. {
5. **int** i, j, small;
7. **for** (i = 0; i < n-1; i++)    // One by one move boundary of unsorted subarray
8. {
9. small = i; //minimum element in unsorted array
11. **for** (j = i+1; j < n; j++)
12. **if** (arr[j] < arr[small])
13. small = j;
14. // Swap the minimum element with the first element
15. **int** temp = arr[small];
16. arr[small] = arr[i];
17. arr[i] = temp;
18. }
19. }
21. **void** printArr(**int** a[], **int** n) /\* function to print the array \*/
22. {
23. **int** i;
24. **for** (i = 0; i < n; i++)
25. printf("%d ", a[i]);
26. }
28. **int** main()
29. {
30. **int** a[] = { 12, 31, 25, 8, 32, 17 };
31. **int** n = **sizeof**(a) / **sizeof**(a[0]);
32. printf("Before sorting array elements are - \n");
33. printArr(a, n);
34. selection(a, n);
35. printf("\nAfter sorting array elements are - \n");
36. printArr(a, n);
37. **return** 0;
38. }

**Output:**

After the execution of above code, the output will be -

![selection Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement selection sort in C++ language.

1. #include <iostream>
3. **using** **namespace** std;
5. **void** selection(**int** arr[], **int** n)
6. {
7. **int** i, j, small;
9. **for** (i = 0; i < n-1; i++)    // One by one move boundary of unsorted subarray
10. {
11. small = i; //minimum element in unsorted array
13. **for** (j = i+1; j < n; j++)
14. **if** (arr[j] < arr[small])
15. small = j;
16. // Swap the minimum element with the first element
17. **int** temp = arr[small];
18. arr[small] = arr[i];
19. arr[i] = temp;
20. }
21. }
23. **void** printArr(**int** a[], **int** n) /\* function to print the array \*/
24. {
25. **int** i;
26. **for** (i = 0; i < n; i++)
27. cout<< a[i] <<" ";
28. }
30. **int** main()
31. {
32. **int** a[] = { 80, 10, 29, 11, 8, 30, 15 };
33. **int** n = **sizeof**(a) / **sizeof**(a[0]);
34. cout<< "Before sorting array elements are - "<<endl;
35. printArr(a, n);
36. selection(a, n);
37. cout<< "\nAfter sorting array elements are - "<<endl;
38. printArr(a, n);
40. **return** 0;
41. }

**Output:**

After the execution of above code, the output will be -

![selection Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement selection sort in C# language.

1. **using** System;
2. **class** Selection {
3. **static** **void** selection(**int**[] arr)
4. {
5. **int** i, j, small;
6. **int** n = arr.Length;
7. **for** (i = 0; i < n-1; i++)    // One by one move boundary of unsorted subarray
8. {
9. small = i; //minimum element in unsorted array
11. **for** (j = i+1; j < n; j++)
12. **if** (arr[j] < arr[small])
13. small = j;
14. // Swap the minimum element with the first element
15. **int** temp = arr[small];
16. arr[small] = arr[i];
17. arr[i] = temp;
18. }
19. }
21. **static** **void** printArr(**int**[] a) /\* function to print the array \*/
22. {
23. **int** i;
24. **int** n = a.Length;
25. **for** (i = 0; i < n; i++)
26. Console.Write(a[i] + " ");
27. }
29. **static** **void** Main() {
30. **int**[] a = { 85, 50, 29, 18, 7, 30, 3};
31. Console.Write("Before sorting array elements are - ");
32. printArr(a);
33. selection(a);
34. Console.Write("\nAfter sorting array elements are - ");
35. printArr(a);
36. }
37. }

**Output:**

![selection Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAk8AAAApCAMAAAAbKz0yAAAAq1BMVEUAAADl5eUAAo66YAAAAWNvAADCwZCfAADNjAAAZawAkcLlv4615eU7rdjhqmKc2OXl5cLl1qx7w+U9rcLS5eW82K3l5dd8w9id2MPdwI+d2Nilwqy25cPHq2SPj4+25dgAkcHlv7DY16zT5djGq6sAZZCZYgDBwdd8w8PT5cKsrJCsrGVuAGG0jgCsrME+ra3MjI1uAI25YIwAAWbNjGGa2OVRkcG3YgCcAADeyRnyAAAEk0lEQVR42uyaiXIaMQyG1ywJe+CFkpSG9ILe991p3//J6iNfhSMKyTBNlon/CQHJWsmWf2vN4iIjIyMjI+OOYjA25l7RV9Snpi1uEo3LxlHMiulQIocPvl0w8/aho6nemlb8JeYo/g5wOlJ+0fcdS2PIE3hQ7uXxhMub/zTvg+Or92N/1M+OwkgG99cnV+TheVk0neht515t1McMkI3Yb/xJttMRNdORa8ev0vcey84P6pcohmej/fmU4pD51FQuJQ+PNvKJ9uJNkrJgXy/oQ9pv/K1BeCPX/9Nv3+H59P3sd6jf8zKUYxMKq42yNa2rtB3tSaGevi4v2zkzh5b7krtsNTGmivY/JtO18h3KPNfxjn44CZ/nmBOfeUEer8bzb2NTIROPftBPFVePS4Nog/cSHyCflJT0hIORT7ZSfMLftjtC0270exj1yThUF3X30Yj6FGr24KlXjh27ntAu8/LYvZ6Xyo41KfNehbU86xxHnAV4+Srmh+t4R9+ESW8xJz5+kV1o14t6gUw8+kE/VdzN4/I8vkgIsMIjsRPZVsx7couM9yuj+YQ/XeqA9XzHb6rvf3mK9emnqyvk0fGJMfrJgBa0J4mvlJ3m03Fw6e1kPnDYYsY7eu+/ijyNID6GyE5wf/UCmXj0g36quGpcm+FcY7o+NpGZ93SnEwvh/JPiE/623O7CWsJvqj8AQi27wB7WyGY+IQvYi16DT7jmUp9bxSf0IXm2VWsYQ2T4hKz4hFMVV8a1FVb2O8n8IjcswU2T/ln0BEz8aZaiwa/S9x2BT8u2sF3CJ+7fpIH2NM/nZWJHg6stl/kUTGxYufDDman6JHr3/wvlifgYIq/xCZl49IN+6rgyrq2oP0bTWZdSBXn4zi+nhE4+vtrvEBB/epctfuu3I/Gb6Hv/wGBpeP4xi3Xfxv04z1fifsLlhXZgo6jt6lOvj+am8k9RPkzMNNitZL2Fff+L05breEfvLbwIiI9fZOf+69jtrJGJRz/op4qrx6XB/XJeRjtZDmuyRY+55A/6Edc7wh+ANeI3tOM31fe/PN0Yrv8oosnpy9j5bPDqmB3At+OM2wL1ezfka1hVZGRkZGRkZGRkZNwV5HNPQJ03UueU1Hmmreef9Lmmneeo8Ev7oWA44WsXPyaclPncE+eN1Dml7eeZ9PmnXeea9Dkqfe6q/7/Z/WnfjlUQhqEwCg/iYIdsIr6I7/9oGto/gme4jg05BxxECG0agpjPH1TzavmxcX8euqe9winBMyX6J7qmylFl3PnW09b6Zcc9xQ3F98QJLeeestPCKRWeCf6pcE1wVHBXk52zPPqZLvanuKA4ofXcE71RH77wTPRPtWuio6K7Ov058Oj27C+sp7igTNty7gneCE4JnqnwT3RNiY4q487jVI7iCbCe7tcxbUu6p9wT3hWeCf6pdE10VHRX06yn/ZK3lpv5uqE2pm1J9wRvlKdbeCb4p8I1wVHBXc3hMo8+m/Klf3XNPhU3FBcUJ7Sce+qf0ylVnon+ia6pcFR0VzP87+6/dE92wnRPpnsyMzMzMzMzMzMzMzNj7A2t+GXe+kD2YQAAAABJRU5ErkJggg==)

**Program:** Write a program to implement selection sort in python.

1. def selection(a): # Function to implement selection sort
2. **for** i in range(len(a)): # Traverse through all array elements
3. small = i # minimum element in unsorted array
4. **for** j in range(i+1, len(a)):
5. **if** a[small] > a[j]:
6. small = j
7. # Swap the found minimum element with
8. # the first element
9. a[i], a[small] = a[small], a[i]
11. def printArr(a): # function to print the array
13. **for** i in range(len(a)):
14. print (a[i], end = " ")


18. a = [69, 14, 1, 50, 59]
19. print("Before sorting array elements are - ")
20. printArr(a)
21. selection(a)
22. print("\nAfter sorting array elements are - ")
23. selection(a)
24. printArr(a)

**Output:**

![selection Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlUAAABICAMAAADoD/DsAAAAolBMVEUAAADl5eUAAo66YADCwZAAAWPNjACfAADlv4615eUAZawAkcJvAAA7rdic2OXhqmLS5eWd2MM9rcLl5cK82K17w+Xl1qx8w9jl5ded2NjdwI+25cPkv6/Hq2SPj4+25djT5djGq6sAZZCZYgDCwtSsrME+ra1uAGGlwqx8w8PY16ysrJDMjI1uAI25YIwAAWbNjGGfAF93w9hRkcGcAAB0AABLQ1O+AAAEYElEQVR42uyciW7bMBBERSs6LFmSU1e2a7t32qL3gfb/f61LUqM1xAiJEQd1oXlIIO9yyWXAAcmQSqIbQ8iZiQghhBDSMZsbs44ulWJp8ohcNqWxNMeuTRw9hCeoXj7S6M+u7tsP8q8oraJ+xepIrrOx2MsYTarq8rGq+n79261727ibvFYirMrZ8shl0WlQrrQSdhMP4yRMyLFSSbVDbUzq43/Uq+OVzKwXfT084U9q93mLcOSHqmDPD/Ptt7lJYSMf+oF+juX19SjA8+JVlPp1b7bP+rmqysV+aZ1z0diLvhwUz+X7VRzEYY7Q0ZchfrqI2kaUIhHgzVu/RqIenvCXbuhzhCM/2oUtqaUXxQ428qEf6GeQd+TnEjVb0og8eK6q3RwjpFCVDIwfEogD5SCprRnEhaq6ck3aOB09NJgjDE/1J3Xq1epBfgTCFkO+ih1s5EM/0M+RvGJSRY9A2TgNeXUIY6oSOyB5Fp+gKjSNqlJtF6gKfjdZYapC/j5QbagK9lBVmizMi3YJOK+qZEmoGlVVL45N3I86ykGVuiEK4qTAzjNDVbmQapUdqUTCwrlK/Un9BVMV8iOwt1VVsJEP/UA/R/NKPXJuSmNZ/7G7WkFGwe/W/dJg90LdrhfloPJmGFcsnb81LkCK1x9qs3JxBydYTfx6maMenvDbCGsC5Ee7sKX5r3PZd8NGPvQD/RzLK/W4Av7fnHZoUfJXM3IPik+nbGJanqGTu6jswnrCtRHXJUIIIYQQQqLEX/8WS3vrqlT9cVG7ygI/wHmV/aD11e/b5fn11JDrWFxllKoX+YxD7xKHl+oHuPJA/WbEzzOCqbHp7vZ3uKYBuO7d//SqArerqrTa/JgF/mLHd52mh2hER79Kw5I2TUZVpe854T5w4Ee7PHmaFoV9y63pVioTqkpWr3FVwbPPvHCgKvX7dnmeOTFKk3s1FEuzfReqqjICttvwh2/zQlUDP9qlqqaFzCduU+R4n92inrvnKlGTa0ID1Y92yaSoUuym7Wp3sqraxr8NnHy2L++FfoG/A04Pe1yVd38FuBi8eLWN/SctUD9o3a0xbo8Dv7TL8ypCCCGEEEIIIYQQwv9b9bedO0ZBGAjCMFpIGhEVG8ET2Hv/u2mQX4uwaCaggX0P0qaZISxJ+PifYZ+Xl/m8ctroVrHUcL0d8l3mORXdKpaHFobr7tWtSvcp/0el86RbxRznscAxeVal65TOk24VM2wv4zXZqnSdMkzdKr6XBsxkqx7bkKnrVjHPeKZ6Rqwy+nSfDq9h6lYxz/FxZB0PtnlmpfuUrlM6T7pVrIxuFW+6VayUbhUAAJSkR9XqVpU7Veli6Vd1KT2qRreq1KlKF0u/ql/Zoka3qtqpOm/0qzqWrWp0q0qdqtxFv6pXmX+jW1XrVKWLpV/VqWxVo1tV6lSli6Vf1atsVaMwVOtUpYulX9WpD1tV61Sli6Vf1aX0qBrdqmKnKl0s/SoAAAAAAAD4vTv/cVrTMRCC7AAAAABJRU5ErkJggg==)

**Program:** Write a program to implement selection sort in Java.

1. **public** **class** Selection
2. {
3. **void** selection(**int** a[]) /\* function to sort an array with selection sort \*/
4. {
5. **int** i, j, small;
6. **int** n = a.length;
7. **for** (i = 0; i < n-1; i++)
8. {
9. small = i; //minimum element in unsorted array
11. **for** (j = i+1; j < n; j++)
12. **if** (a[j] < a[small])
13. small = j;
14. // Swap the minimum element with the first element
15. **int** temp = a[small];
16. a[small] = a[i];
17. a[i] = temp;
18. }
20. }
21. **void** printArr(**int** a[]) /\* function to print the array \*/
22. {
23. **int** i;
24. **int** n = a.length;
25. **for** (i = 0; i < n; i++)
26. System.out.print(a[i] + " ");
27. }
29. **public** **static** **void** main(String[] args) {
30. **int** a[] = { 91, 49, 4, 19, 10, 21 };
31. Selection i1 = **new** Selection();
32. System.out.println("\nBefore sorting array elements are - ");
33. i1.printArr(a);
34. i1.selection(a);
35. System.out.println("\nAfter sorting array elements are - ");
36. i1.printArr(a);
37. System.out.println();
38. }
39. }

**Output:**

![selection Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoAAAABuAgMAAADKckprAAAACVBMVEXAwMAAAP+ImM8Of6HOAAADaklEQVR42u2ZTW7bMBCFh4vZt8DwPlxUey7o+zgL3SC+b/lmxMitnApqIHoC8wUa/YwDf6AgUZ9MV3KeATgAD+b1AG9ZV5dYYmEiWTucdbHYGv3emYXoB5H8/MUc0j2ASAMLTwXkkIVIQmI2jC0g0xMDQG6AEgpnEc6cMVi1ZmzHorUea33ql7nShaSAhbhSidhCnGrNUsNka6LWp24BIL4egPr1XAQLWjkWLEIrYOtTv+AUkyyAuiWNBTUL/Qmo6TqCUgHZAEMCAC8wqAbGyzpk6/cEtPtg0IugIorwVFEnuwfWvwtq0DUAW5/6ZDuT7I3N/tidDLhzA2n9/bzQXDwAB+DBDEB3GYAD8GAGoLtsvPixFXfNvhdvrbhP9r3YnRU/9uJPrLhb9r34sRX3y74X31vx0wEfefFqxc8HfODFGyvuDbjvxVsr7gW478XesvFib3E/Fw/AAXgwA9BdBuAAPJgB6C63QhTy5nB28o7fnIRl3f+nCef1E90y89Z8sf85YGdXnpkzE+co9rIDW7HUmnkiPY4OMy2ebD1U655+2uciEiHr0VQJW3ceh71YK6OnRydz5dbFOl7ovMwci8lSLES2tQJyqXsTFwAunlw/B0AmdPW/zs3MYlgk2M3YWgFtT2wEzZMnwX7dtu7ZlgVAMUADUiRR0LIChvLXKW7453vgrcCIdWkXSYIJL29opphqZ9Jt82O2X445W/f0i+S689vw019hGuDevBETHczrzMVzpqR3tIxal8RZK2466D077xIAUURQ8TJTRKvemoMHwJgqkALiZhIBiBoBGD0AYpRYRFDvRhDTl4cRnAsg7LZsaGwneqrN7ADwCghM9xkVaJRR44TqBpCEstYVUJ8THQC+JQO0aqPm6iqekz4wXTih4qGKk9aCit5/5YVmkgH49YvEtRXjYYEl+LViTHVM7NeKDVBdV1xaMQBjVmmKLq1YpYl0DCeXVmynGHbLPq14AdTT5tKK7Yk6qA27tGKiq28rroC+rfgbzMVXMQtuRswfnuzEi6+mSNx8Tj482ckT9VtpFhwXwObJTrx4bhaMKs1OWNyM4LsBTs2IKa+ezMUB4O1iFrwKZ/NkL+IuzYIVsLmwOAMUBbST2zzZy5sFc+GyGvHqyZyGFw/ATQaguwzAAXgwA9BbfgNvZPsGf49P8QAAAABJRU5ErkJggg==)

**Program:** Write a program to implement selection sort in PHP.

1. **<?php**
2. function selection(&$a, $n) /\* function to sort an array with selection sort \*/
3. {
4. for ($i = 0; $i **<** $n; $i++)
5. {
6. $small = $i; //minimum element in unsorted array
8. for ($j = $i+1; $j **<** $n; $j++)
9. if ($a[$j] **<** $a[$small])
10. $small = $j;
11. // Swap the minimum element with the first element
12. $temp = $a[$small];
13. $a[$small] = $a[$i];
14. $a[$i] = $temp;
15. }
17. }
18. function printArray($a, $n)
19. {
20. for($i = 0; $i **<** $n; $i++)
21. {
22. print\_r($a[$i]);
23. echo " ";
24. }
25. }
26. $a = array( 90, 48, 3, 18, 9, 20 );
27. $n = count($a);
28. echo "Before sorting array elements are - **<br>**";
29. printArray($a, $n);
30. selection($a, $n);
31. echo "**<br>** After sorting array elements are - **<br>**";
32. printArray($a, $n);
33. **?>**

**Output:**

After the execution of above code, the output will be -

![selection Sort Algorithm](data:image/png;base64,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)

So, that's all about the article. Hope the article will be helpful and informative to you.

This article was not only limited to the algorithm. We have also discussed the Selection sort complexity, working, and implementation in different programming languages.

Shell Sort Algorithm

In this article, we will discuss the shell sort algorithm. Shell sort is the generalization of insertion sort, which overcomes the drawbacks of insertion sort by comparing elements separated by a gap of several positions.

It is a sorting algorithm that is an extended version of insertion sort. Shell sort has improved the average time complexity of insertion sort. As similar to insertion sort, it is a comparison-based and in-place sorting algorithm. Shell sort is efficient for medium-sized data sets.

In insertion sort, at a time, elements can be moved ahead by one position only. To move an element to a far-away position, many movements are required that increase the algorithm's execution time. But shell sort overcomes this drawback of insertion sort. It allows the movement and swapping of far-away elements as well.

This algorithm first sorts the elements that are far away from each other, then it subsequently reduces the gap between them. This gap is called as **interval.** This interval can be calculated by using the **Knuth's** formula given below -

1. hh = h \* 3 + 1
2. where, 'h' is the interval having initial value 1.

Now, let's see the algorithm of shell sort.

Algorithm

The simple steps of achieving the shell sort are listed as follows -

1. ShellSort(a, n) // 'a' is the given array, 'n' is the size of array
2. for (interval = n/2; interval **>** 0; interval /= 2)
3. for ( i = interval; i **<** **n**; i += 1)
4. temp = a[i];
5. for (j = i; j **>**= interval && a[j - interval] **>** temp; j -= interval)
6. a[j] = a[j - interval];
7. a[j] = temp;
8. End ShellSort

Working of Shell sort Algorithm

Now, let's see the working of the shell sort Algorithm.

To understand the working of the shell sort algorithm, let's take an unsorted array. It will be easier to understand the shell sort via an example.

Let the elements of array are -
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We will use the original sequence of shell sort, i.e., N/2, N/4,....,1 as the intervals.

In the first loop, n is equal to 8 (size of the array), so the elements are lying at the interval of 4 (n/2 = 4). Elements will be compared and swapped if they are not in order.

Here, in the first loop, the element at the 0th position will be compared with the element at 4th position. If the 0th element is greater, it will be swapped with the element at 4th position. Otherwise, it remains the same. This process will continue for the remaining elements.

At the interval of 4, the sublists are {33, 12}, {31, 17}, {40, 25}, {8, 42}.
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Now, we have to compare the values in every sub-list. After comparing, we have to swap them if required in the original array. After comparing and swapping, the updated array will look as follows -
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In the second loop, elements are lying at the interval of 2 (n/4 = 2), where n = 8.

Now, we are taking the interval of **2** to sort the rest of the array. With an interval of 2, two sublists will be generated - {12, 25, 33, 40}, and {17, 8, 31, 42}.

![Shell Sort Algorithm](data:image/png;base64,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)

Now, we again have to compare the values in every sub-list. After comparing, we have to swap them if required in the original array. After comparing and swapping, the updated array will look as follows -
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In the third loop, elements are lying at the interval of 1 (n/8 = 1), where n = 8. At last, we use the interval of value 1 to sort the rest of the array elements. In this step, shell sort uses insertion sort to sort the array elements.

![Shell Sort Algorithm](data:image/png;base64,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)

Now, the array is sorted in ascending order.

Shell sort complexity

Now, let's see the time complexity of Shell sort in the best case, average case, and worst case. We will also see the space complexity of the Shell sort.

1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(n\*logn) |
| **Average Case** | O(n\*log(n)2) |
| **Worst Case** | O(n2) |

* **Best Case Complexity -** It occurs when there is no sorting required, i.e., the array is already sorted. The best-case time complexity of Shell sort is **O(n\*logn).**
* **Average Case Complexity -** It occurs when the array elements are in jumbled order that is not properly ascending and not properly descending. The average case time complexity of Shell sort is **O(n\*logn).**
* **Worst Case Complexity -** It occurs when the array elements are required to be sorted in reverse order. That means suppose you have to sort the array elements in ascending order, but its elements are in descending order. The worst-case time complexity of Shell sort is **O(n2).**

2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |
| **Stable** | NO |

* The space complexity of Shell sort is O(1).

Implementation of Shell sort

Now, let's see the programs of Shell sort in different programming languages.

**Program:** Write a program to implement Shell sort in C language.

1. #include <stdio.h>
2. /\* function to implement shellSort \*/
3. **int** shell(**int** a[], **int** n)
4. {
5. /\* Rearrange the array elements at n/2, n/4, ..., 1 intervals \*/
6. **for** (**int** interval = n/2; interval > 0; interval /= 2)
7. {
8. **for** (**int** i = interval; i < n; i += 1)
9. {
10. /\* store a[i] to the variable temp and make the ith position empty \*/
11. **int** temp = a[i];
12. **int** j;
13. **for** (j = i; j >= interval && a[j - interval] > temp; j -= interval)
14. a[j] = a[j - interval];
16. // put temp (the original a[i]) in its correct position
17. a[j] = temp;
18. }
19. }
20. **return** 0;
21. }
22. **void** printArr(**int** a[], **int** n) /\* function to print the array elements \*/
23. {
24. **int** i;
25. **for** (i = 0; i < n; i++)
26. printf("%d ", a[i]);
27. }
28. **int** main()
29. {
30. **int** a[] = { 33, 31, 40, 8, 12, 17, 25, 42 };
31. **int** n = **sizeof**(a) / **sizeof**(a[0]);
32. printf("Before sorting array elements are - \n");
33. printArr(a, n);
34. shell(a, n);
35. printf("\nAfter applying shell sort, the array elements are - \n");
36. printArr(a, n);
37. **return** 0;
38. }

**Output**

After the execution of above code, the output will be -

![Shell Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement Shell sort in C++.

1. #include <iostream>
2. **using** **namespace** std;
3. /\* function to implement shellSort \*/
4. **int** shell(**int** a[], **int** n)
5. {
6. /\* Rearrange the array elements at n/2, n/4, ..., 1 intervals \*/
7. **for** (**int** interval = n/2; interval > 0; interval /= 2)
8. {
9. **for** (**int** i = interval; i < n; i += 1)
10. {
11. /\* store a[i] to the variable temp and make the ith position empty \*/
12. **int** temp = a[i];
13. **int** j;
14. **for** (j = i; j >= interval && a[j - interval] > temp; j -= interval)
15. a[j] = a[j - interval];
17. // put temp (the original a[i]) in its correct position
18. a[j] = temp;
19. }
20. }
21. **return** 0;
22. }
23. **void** printArr(**int** a[], **int** n) /\* function to print the array elements \*/
24. {
25. **int** i;
26. **for** (i = 0; i < n; i++)
27. cout<<a[i]<<" ";
28. }
29. **int** main()
30. {
31. **int** a[] = { 32, 30, 39, 7, 11, 16, 24, 41 };
32. **int** n = **sizeof**(a) / **sizeof**(a[0]);
33. cout<<"Before sorting array elements are - \n";
34. printArr(a, n);
35. shell(a, n);
36. cout<<"\nAfter applying shell sort, the array elements are - \n";
37. printArr(a, n);
38. **return** 0;
39. }

**Output**

After the execution of the above code, the output will be -

![Shell Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement Shell sort in C#.

1. **using** System;
2. **class** ShellSort {
3. /\* function to implement shellSort \*/
4. **static** **void** shell(**int**[] a, **int** n)
5. {
6. /\* Rearrange the array elements at n/2, n/4, ..., 1 intervals \*/
7. **for** (**int** interval = n/2; interval > 0; interval /= 2)
8. {
9. **for** (**int** i = interval; i < n; i += 1)
10. {
11. /\* store a[i] to the variable temp and make the ith position empty \*/
12. **int** temp = a[i];
13. **int** j;
14. **for** (j = i; j >= interval && a[j - interval] > temp; j -= interval)
15. a[j] = a[j - interval];
17. /\* put temp (the original a[i]) in its correct position \*/
18. a[j] = temp;
19. }
20. }
21. }
22. **static** **void** printArr(**int**[] a, **int** n) /\* function to print the array elements \*/
23. {
24. **int** i;
25. **for** (i = 0; i < n; i++)
26. Console.Write(a[i] + " ");
27. }
28. **static** **void** Main()
29. {
30. **int**[] a = { 31, 29, 38, 6, 10, 15, 23, 40 };
31. **int** n = a.Length;
32. Console.Write("Before sorting array elements are - \n");
33. printArr(a, n);
34. shell(a, n);
35. Console.Write("\nAfter applying shell sort, the array elements are - \n");
36. printArr(a, n);
37. }
38. }

**Output**

After the execution of the above code, the output will be -

![Shell Sort Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement Shell sort in Java.

1. **class** ShellSort {
2. /\* function to implement shellSort \*/
3. **static** **void** shell(**int** a[], **int** n)
4. {
5. /\* Rearrange the array elements at n/2, n/4, ..., 1 intervals \*/
6. **for** (**int** interval = n/2; interval > 0; interval /= 2)
7. {
8. **for** (**int** i = interval; i < n; i += 1)
9. {
10. /\* store a[i] to the variable temp and make
12. the ith position empty \*/
13. **int** temp = a[i];
14. **int** j;
15. **for** (j = i; j >= interval && a[j - interval] >
16. temp; j -= interval)
17. a[j] = a[j - interval];
19. /\* put temp (the original a[i]) in its correct
20. position \*/
21. a[j] = temp;
22. }
23. }
24. }
25. **static** **void** printArr(**int** a[], **int** n) /\* function to print the array elements \*/
26. {
27. **int** i;
28. **for** (i = 0; i < n; i++)
29. System.out.print(a[i] + " ");
30. }
31. **public** **static** **void** main(String args[])
32. {
33. **int** a[] = { 30, 28, 37, 5, 9, 14, 22, 39 };
34. **int** n = a.length;
35. System.out.print("Before sorting array elements are - \n");
36. printArr(a, n);
37. shell(a, n);
38. System.out.print("\nAfter applying shell sort, the array elements are - \n");
39. printArr(a, n);
40. }
41. }

**Output**

After the execution of the above code, the output will be -

![Shell Sort Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoAAAAB3AQMAAACpC2PoAAAABlBMVEXAwMAAAP8G1U4rAAADHElEQVRo3u2YsYrbQBRFLym2ekXKV4SwnzCliv2YV6kSZivxCmHyUfkAVVtdUm4VQqpULlQFF8MSzThGilJ5JoQN0ZERvja+WGiGIx52/gfOwPsYTXLwr3B3zAhK6fBBPrZBcqBBlcB9RWHbjBJaxS+FBlQU2lwoD053jJ2rjn6KSLmwEEHCcCdCIR57qj7yYEi5tFAZTGTgMELbqKrsDSmXXrLMhSokR7AdVUkzpIwiuuZuLgxCJ+dC5sKuSbl0Hb5xn4x96B3+zY/HOTZNyqiBv+VK/Le8s7Oz8ze8jD/tZbxKL2Pl5US1l7HycqLay1h5OVHtZay8nKj2MhYvI1HtZSxeRjVELf+OhyMa/ET/yB9ucb2l96tCzR8UFhouGDaFVlbo5ieH+yn6uYefTt7C1ecUHemrGxl45oEgD6Yk5HCQFlQ+k5Yi8YKbaKOxj5hPuXDo+6FF1PgcaTbHePMlj0YbobRcSDO2GHV8Hmk6x/HmQtp8IG1g5ZALH35ecpf6iRuJPs0H0gY+UtBPUy/woz85G5+jo35H65/e0RNeFT7AHf6CCMdbycFRAZ9ApvMIIrzLgahAPqUCuRRODznUFX6BnCB3uTB0EKksbJ6hjkZwxoBAqKIZUIF8R/gMUQgU4QUhpFCBfIMREi6FArNUWH+XA4iQCnOoXIfR4QGOR8T3iBH+iJ1bCFctOxQzX1db+WuJp727R0av7tSrlO+txNM0W36zKjTArMTTtOgn+OfP2mYvd66aLQ3Ezgs8zbPxAGlbbbP1eqpmSwPWl3g6msUew7XQ2qiaLY30vsDTNBsNvBZqesqG0nLhWOBpWsdL4UP2ckvVbOkGXcsCT3NqfEI/DEdJXs5P2dnSDZpvXu5pMyhALKzXTAHThAlwbHgNnl7rOEv6pc7Lv+qYT/lFVLDomEySlqc6ja51fMqSvqssXHSsniTdSJ2XFx1nPX+HaKVGFx0bk6SlUvRXHS93OVR6edFxvKzDsHu5cPaFDdWzL2yon31tqJ59YUP17Asbqmdf2FA9+8KG6tkXNlTPvrCzs7Ozs/Pa+AEuiSJ/jbU47gAAAABJRU5ErkJggg==)

So, that's all about the article. Hope the article will be helpful and informative to you.

UNIT-5

Graph

PlayNext

Unmute

Current TimeÂ 0:00

/

DurationÂ 18:10

Loaded: 0.37%

Â

Fullscreen

Backward Skip 10sPlay VideoForward Skip 10s

A graph can be defined as group of vertices and edges that are used to connect these vertices. A graph can be seen as a cyclic tree, where the vertices (Nodes) maintain any complex relationship among them instead of having parent child relationship.

Definition

A graph G can be defined as an ordered set G(V, E) where V(G) represents the set of vertices and E(G) represents the set of edges which are used to connect these vertices.

A Graph G(V, E) with 5 vertices (A, B, C, D, E) and six edges ((A,B), (B,C), (C,E), (E,D), (D,B), (D,A)) is shown in the following figure.
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Directed and Undirected Graph

A graph can be directed or undirected. However, in an undirected graph, edges are not associated with the directions with them. An undirected graph is shown in the above figure since its edges are not attached with any of the directions. If an edge exists between vertex A and B then the vertices can be traversed from B to A as well as A to B.

In a directed graph, edges form an ordered pair. Edges represent a specific path from some vertex A to another vertex B. Node A is called initial node while node B is called terminal node.

A directed graph is shown in the following figure.
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Graph Terminology

Path

A path can be defined as the sequence of nodes that are followed in order to reach some terminal node V from the initial node U.

Closed Path

A path will be called as closed path if the initial node is same as terminal node. A path will be closed path if V0=VN.

Simple Path

If all the nodes of the graph are distinct with an exception V0=VN, then such path P is called as closed simple path.

Cycle

A cycle can be defined as the path which has no repeated edges or vertices except the first and last vertices.

Connected Graph

A connected graph is the one in which some path exists between every two vertices (u, v) in V. There are no isolated nodes in connected graph.

Complete Graph

A complete graph is the one in which every node is connected with all other nodes. A complete graph contain n(n-1)/2 edges where n is the number of nodes in the graph.

Weighted Graph

In a weighted graph, each edge is assigned with some data such as length or weight. The weight of an edge e can be given as w(e) which must be a positive (+) value indicating the cost of traversing the edge.

Digraph

A digraph is a directed graph in which each edge of the graph is associated with some direction and the traversing can be done only in the specified direction.

Loop

An edge that is associated with the similar end points can be called as Loop.

Adjacent Nodes

If two nodes u and v are connected via an edge e, then the nodes u and v are called as neighbours or adjacent nodes.

Degree of the Node

A degree of a node is the number of edges that are connected with that node. A node with degree 0 is called as isolated node.

Graph representation
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In this article, we will discuss the ways to represent the graph. By Graph representation, we simply mean the technique to be used to store some graph into the computer's memory.

A graph is a data structure that consist a sets of vertices (called nodes) and edges. There are two ways to store Graphs into the computer's memory:

* **Sequential representation** (or, Adjacency matrix representation)
* **Linked list representation** (or, Adjacency list representation)

In sequential representation, an adjacency matrix is used to store the graph. Whereas in linked list representation, there is a use of an adjacency list to store the graph.

In this tutorial, we will discuss each one of them in detail.

Now, let's start discussing the ways of representing a graph in the data structure.

Sequential representation

In sequential representation, there is a use of an adjacency matrix to represent the mapping between vertices and edges of the graph. We can use an adjacency matrix to represent the undirected graph, directed graph, weighted directed graph, and weighted undirected graph.

If adj[i][j] = w, it means that there is an edge exists from vertex i to vertex j with weight w.

An entry Aij in the adjacency matrix representation of an undirected graph G will be 1 if an edge exists between Vi and Vj. If an Undirected Graph G consists of n vertices, then the adjacency matrix for that graph is n x n, and the matrix A = [aij] can be defined as -

aij = 1 {if there is a path exists from Vi to Vj}

aij = 0 {Otherwise}

It means that, in an adjacency matrix, 0 represents that there is no association exists between the nodes, whereas 1 represents the existence of a path between two edges.

If there is no self-loop present in the graph, it means that the diagonal entries of the adjacency matrix will be 0.

Now, let's see the adjacency matrix representation of an undirected graph.
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In the above figure, an image shows the mapping among the vertices (A, B, C, D, E), and this mapping is represented by using the adjacency matrix.

There exist different adjacency matrices for the directed and undirected graph. In a directed graph, an entry Aij will be 1 only when there is an edge directed from Vi to Vj.

Adjacency matrix for a directed graph

In a directed graph, edges represent a specific path from one vertex to another vertex. Suppose a path exists from vertex A to another vertex B; it means that node A is the initial node, while node B is the terminal node.

Consider the below-directed graph and try to construct the adjacency matrix of it.
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In the above graph, we can see there is no self-loop, so the diagonal entries of the adjacent matrix are 0.

**Adjacency matrix for a weighted directed graph**

It is similar to an adjacency matrix representation of a directed graph except that instead of using the '1' for the existence of a path, here we have to use the weight associated with the edge. The weights on the graph edges will be represented as the entries of the adjacency matrix. We can understand it with the help of an example. Consider the below graph and its adjacency matrix representation. In the representation, we can see that the weight associated with the edges is represented as the entries in the adjacency matrix.
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In the above image, we can see that the adjacency matrix representation of the weighted directed graph is different from other representations. It is because, in this representation, the non-zero values are replaced by the actual weight assigned to the edges.

Adjacency matrix is easier to implement and follow. An adjacency matrix can be used when the graph is dense and a number of edges are large.

Though, it is advantageous to use an adjacency matrix, but it consumes more space. Even if the graph is sparse, the matrix still consumes the same space.

Linked list representation

An adjacency list is used in the linked representation to store the Graph in the computer's memory. It is efficient in terms of storage as we only have to store the values for edges.

Let's see the adjacency list representation of an undirected graph.
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In the above figure, we can see that there is a linked list or adjacency list for every node of the graph. From vertex A, there are paths to vertex B and vertex D. These nodes are linked to nodes A in the given adjacency list.

An adjacency list is maintained for each node present in the graph, which stores the node value and a pointer to the next adjacent node to the respective node. If all the adjacent nodes are traversed, then store the NULL in the pointer field of the last node of the list.

The sum of the lengths of adjacency lists is equal to twice the number of edges present in an undirected graph.

Now, consider the directed graph, and let's see the adjacency list representation of that graph.
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For a directed graph, the sum of the lengths of adjacency lists is equal to the number of edges present in the graph.

Now, consider the weighted directed graph, and let's see the adjacency list representation of that graph.

![Graph Representation](data:image/png;base64,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)

In the case of a weighted directed graph, each node contains an extra field that is called the weight of the node.

In an adjacency list, it is easy to add a vertex. Because of using the linked list, it also saves space.

Implementation of adjacency matrix representation of Graph

Now, let's see the implementation of adjacency matrix representation of graph in C.

In this program, there is an adjacency matrix representation of an undirected graph. It means that if there is an edge exists from vertex A to vertex B, there will also an edge exists from vertex B to vertex A.

Here, there are four vertices and five edges in the graph that are non-directed.

1. /\* Adjacency Matrix representation of an undirected graph in C \*/
3. #include <stdio.h>
4. #define V 4 /\* number of vertices in the graph \*/
6. /\* function to initialize the matrix to zero \*/
7. **void** init(**int** arr[][V]) {
8. **int** i, j;
9. **for** (i = 0; i < V; i++)
10. **for** (j = 0; j < V; j++)
11. arr[i][j] = 0;
12. }
14. /\* function to add edges to the graph \*/
15. **void** insertEdge(**int** arr[][V], **int** i, **int** j) {
16. arr[i][j] = 1;
17. arr[j][i] = 1;
18. }
20. /\* function to print the matrix elements \*/
21. **void** printAdjMatrix(**int** arr[][V]) {
22. **int** i, j;
23. **for** (i = 0; i < V; i++) {
24. printf("%d: ", i);
25. **for** (j = 0; j < V; j++) {
26. printf("%d ", arr[i][j]);
27. }
28. printf("\n");
29. }
30. }
32. **int** main() {
33. **int** adjMatrix[V][V];
35. init(adjMatrix);
36. insertEdge(adjMatrix, 0, 1);
37. insertEdge(adjMatrix, 0, 2);
38. insertEdge(adjMatrix, 1, 2);
39. insertEdge(adjMatrix, 2, 0);
40. insertEdge(adjMatrix, 2, 3);
42. printAdjMatrix(adjMatrix);
44. **return** 0;
45. }

**Output:**

After the execution of the above code, the output will be -

![Graph Representation](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgsAAABJCAMAAACEjpWyAAAAY1BMVEUAAAD////PawAAfLcAc76K2fAAodf7vHH21pyuAADkmwBCwfAAAXH//+/q//8Aotj7vW0AAZys8f//1Z6E2f+32O/K/9it8diG2dj/7r/dvXPMbQDL//Xr//Bjmrvd3d3Av6CkoVesAAACIklEQVR42u3dzVarMBSG4S9sPIdCe9rq+VNr9f6vUiODPUgMLnQS8j4DB7AY+a5CYTfIngMQyQS8owXQAnIt7G/D4VEZ2V3HQ6fCFj8KtTHp96jz351SmV3HcP+nk/Mt6VGojKl/kPTjp1L5XTednG9Jj0JlbP6v9YPeTOEkOd+11EL2KFSGFpC2MKOFdpn64ePrhWHV9cLA9UKVrtL/nfb/dplzhO9abCE9iu8R1TGp/xXCqGwLvss3vLlLt6RHoTbcdwQtgBZAC6AF0AJoAbSAr7J0GGV5ToVZlk2yzDDK8pwKsyxbZJkHCstzKsyybJG34M8jlp9H88x6i2gBaQszWmhXoYXCnAqzLFtUOEcU5lSYZdki82EUb2FxToVZli3iviNoAbQAWgAtgBZAC6AFfM/vpg5dYZZl3XQLqmM6Xzr1T11hlmXFdAstVOiqaZTiH/f1VVhuaKFCpmj/4s+m1q22QAv1s/mUP9ICYgvni58haKFdFlPotL6FfuB6YSNs/g4xjavOET65Qgv1s/1tiMbCLMvK6RZUhvuOoAXQAmgBtABaAC2AFvAt96BDGAvvGGJdlkbM96D9kURuToV1WdpgejeNhXcMsS5LG0zR+dIV3ivD+gttiC0c4+wrLTTPPxdmtNAu84mUD98xxLosbTBNd/Fb4KnwjiHWZWmDxQJCOJXeMcS6LG3gviNoAbQAWsCSqwA+F0ALoAXQAj7lFRIAHKW2lV9hAAAAAElFTkSuQmCC)

Implementation of adjacency list representation of Graph

Now, let's see the implementation of adjacency list representation of graph in C.

In this program, there is an adjacency list representation of an undirected graph. It means that if there is an edge exists from vertex A to vertex B, there will also an edge exists from vertex B to vertex A.

1. /\* Adjacency list representation of a graph in C \*/
2. #include <stdio.h>
3. #include <stdlib.h>
5. /\* structure to represent a node of adjacency list \*/
6. **struct** AdjNode {
7. **int** dest;
8. **struct** AdjNode\* next;
9. };
11. /\* structure to represent an adjacency list \*/
12. **struct** AdjList {
13. **struct** AdjNode\* head;
14. };
16. /\* structure to represent the graph \*/
17. **struct** Graph {
18. **int** V; /\*number of vertices in the graph\*/
19. **struct** AdjList\* array;
20. };

23. **struct** AdjNode\* newAdjNode(**int** dest)
24. {
25. **struct** AdjNode\* newNode = (**struct** AdjNode\*)malloc(**sizeof**(**struct** AdjNode));
26. newNode->dest = dest;
27. newNode->next = NULL;
28. **return** newNode;
29. }
31. **struct** Graph\* createGraph(**int** V)
32. {
33. **struct** Graph\* graph = (**struct** Graph\*)malloc(**sizeof**(**struct** Graph));
34. graph->V = V;
35. graph->array = (**struct** AdjList\*)malloc(V \* **sizeof**(**struct** AdjList));
37. /\* Initialize each adjacency list as empty by making head as NULL \*/
38. **int** i;
39. **for** (i = 0; i < V; ++i)
40. graph->array[i].head = NULL;
41. **return** graph;
42. }
44. /\* function to add an edge to an undirected graph \*/
45. **void** addEdge(**struct** Graph\* graph, **int** src, **int** dest)
46. {
47. /\* Add an edge from src to dest. The node is added at the beginning \*/
48. **struct** AdjNode\* check = NULL;
49. **struct** AdjNode\* newNode = newAdjNode(dest);
51. **if** (graph->array[src].head == NULL) {
52. newNode->next = graph->array[src].head;
53. graph->array[src].head = newNode;
54. }
55. **else** {
57. check = graph->array[src].head;
58. **while** (check->next != NULL) {
59. check = check->next;
60. }
61. // graph->array[src].head = newNode;
62. check->next = newNode;
63. }
65. /\* Since graph is undirected, add an edge from dest to src also \*/
66. newNode = newAdjNode(src);
67. **if** (graph->array[dest].head == NULL) {
68. newNode->next = graph->array[dest].head;
69. graph->array[dest].head = newNode;
70. }
71. **else** {
72. check = graph->array[dest].head;
73. **while** (check->next != NULL) {
74. check = check->next;
75. }
76. check->next = newNode;
77. }
78. }
79. /\* function to print the adjacency list representation of graph\*/
80. **void** print(**struct** Graph\* graph)
81. {
82. **int** v;
83. **for** (v = 0; v < graph->V; ++v) {
84. **struct** AdjNode\* pCrawl = graph->array[v].head;
85. printf("\n The Adjacency list of vertex %d is: \n head ", v);
86. **while** (pCrawl) {
87. printf("-> %d", pCrawl->dest);
88. pCrawl = pCrawl->next;
89. }
90. printf("\n");
91. }
92. }
94. **int** main()
95. {
97. **int** V = 4;
98. **struct** Graph\* g = createGraph(V);
99. addEdge(g, 0, 1);
100. addEdge(g, 0, 3);
101. addEdge(g, 1, 2);
102. addEdge(g, 1, 3);
103. addEdge(g, 2, 4);
104. addEdge(g, 2, 3);
105. addEdge(g, 3, 4);
106. print(g);
107. **return** 0;
108. }

**Output:**

In the output, we will see the adjacency list representation of all the vertices of the graph. After the execution of the above code, the output will be -

![Graph Representation](data:image/png;base64,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)

Conclusion

Here, we have seen the description of graph representation using the adjacency matrix and adjacency list. We have also seen their implementations in C programming language.

So, that's all about the article. Hope, it will be helpful and informative to you.
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In this article, we will discuss the BFS algorithm in the data structure. Breadth-first search is a graph traversal algorithm that starts traversing the graph from the root node and explores all the neighboring nodes. Then, it selects the nearest node and explores all the unexplored nodes. While using BFS for traversal, any node in the graph can be considered as the root node.

There are many ways to traverse the graph, but among them, BFS is the most commonly used approach. It is a recursive algorithm to search all the vertices of a tree or graph data structure. BFS puts every vertex of the graph into two categories - visited and non-visited. It selects a single node in a graph and, after that, visits all the nodes adjacent to the selected node.

Applications of BFS algorithm

The applications of breadth-first-algorithm are given as follows -

* BFS can be used to find the neighboring locations from a given source location.
* In a peer-to-peer network, BFS algorithm can be used as a traversal method to find all the neighboring nodes. Most torrent clients, such as BitTorrent, uTorrent, etc. employ this process to find "seeds" and "peers" in the network.
* BFS can be used in web crawlers to create web page indexes. It is one of the main algorithms that can be used to index web pages. It starts traversing from the source page and follows the links associated with the page. Here, every web page is considered as a node in the graph.
* BFS is used to determine the shortest path and minimum spanning tree.
* BFS is also used in Cheney's technique to duplicate the garbage collection.
* It can be used in ford-Fulkerson method to compute the maximum flow in a flow network.

Algorithm

The steps involved in the BFS algorithm to explore a graph are given as follows -

**Step 1:** SET STATUS = 1 (ready state) for each node in G

**Step 2:** Enqueue the starting node A and set its STATUS = 2 (waiting state)

**Step 3:** Repeat Steps 4 and 5 until QUEUE is empty

**Step 4:** Dequeue a node N. Process it and set its STATUS = 3 (processed state).

**Step 5:** Enqueue all the neighbours of N that are in the ready state (whose STATUS = 1) and set

their STATUS = 2

(waiting state)

[END OF LOOP]

**Step 6:** EXIT

Example of BFS algorithm

Now, let's understand the working of BFS algorithm by using an example. In the example given below, there is a directed graph having 7 vertices.
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In the above graph, minimum path 'P' can be found by using the BFS that will start from Node A and end at Node E. The algorithm uses two queues, namely QUEUE1 and QUEUE2. QUEUE1 holds all the nodes that are to be processed, while QUEUE2 holds all the nodes that are processed and deleted from QUEUE1.

Now, let's start examining the graph starting from Node A.

**Step 1** - First, add A to queue1 and NULL to queue2.

1. QUEUE1 = {A}
2. QUEUE2 = {NULL}

**Step 2** - Now, delete node A from queue1 and add it into queue2. Insert all neighbors of node A to queue1.

1. QUEUE1 = {B, D}
2. QUEUE2 = {A}

**Step 3** - Now, delete node B from queue1 and add it into queue2. Insert all neighbors of node B to queue1.

1. QUEUE1 = {D, C, F}
2. QUEUE2 = {A, B}

**Step 4** - Now, delete node D from queue1 and add it into queue2. Insert all neighbors of node D to queue1. The only neighbor of Node D is F since it is already inserted, so it will not be inserted again.

1. QUEUE1 = {C, F}
2. QUEUE2 = {A, B, D}

**Step 5** - Delete node C from queue1 and add it into queue2. Insert all neighbors of node C to queue1.

1. QUEUE1 = {F, E, G}
2. QUEUE2 = {A, B, D, C}

**Step 5** - Delete node F from queue1 and add it into queue2. Insert all neighbors of node F to queue1. Since all the neighbors of node F are already present, we will not insert them again.

1. QUEUE1 = {E, G}
2. QUEUE2 = {A, B, D, C, F}

**Step 6** - Delete node E from queue1. Since all of its neighbors have already been added, so we will not insert them again. Now, all the nodes are visited, and the target node E is encountered into queue2.

1. QUEUE1 = {G}
2. QUEUE2 = {A, B, D, C, F, E}

Complexity of BFS algorithm

Time complexity of BFS depends upon the data structure used to represent the graph. The time complexity of BFS algorithm is **O(V+E)**, since in the worst case, BFS algorithm explores every node and edge. In a graph, the number of vertices is O(V), whereas the number of edges is O(E).

The space complexity of BFS can be expressed as **O(V)**, where V is the number of vertices.

Implementation of BFS algorithm

Now, let's see the implementation of BFS algorithm in java.

In this code, we are using the adjacency list to represent our graph. Implementing the Breadth-First Search algorithm in Java makes it much easier to deal with the adjacency list since we only have to travel through the list of nodes attached to each node once the node is dequeued from the head (or start) of the queue.

In this example, the graph that we are using to demonstrate the code is given as follows -
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1. **import** java.io.\*;
2. **import** java.util.\*;
3. **public** **class** BFSTraversal
4. {
5. **private** **int** vertex;       /\* total number number of vertices in the graph \*/
6. **private** LinkedList<Integer> adj[];      /\* adjacency list \*/
7. **private** Queue<Integer> que;           /\* maintaining a queue \*/
8. BFSTraversal(**int** v)
9. {
10. vertex = v;
11. adj = **new** LinkedList[vertex];
12. **for** (**int** i=0; i<v; i++)
13. {
14. adj[i] = **new** LinkedList<>();
15. }
16. que = **new** LinkedList<Integer>();
17. }
18. **void** insertEdge(**int** v,**int** w)
19. {
20. adj[v].add(w);      /\* adding an edge to the adjacency list (edges are bidirectional in this example) \*/
21. }
22. **void** BFS(**int** n)
23. {
24. **boolean** nodes[] = **new** **boolean**[vertex];       /\* initialize boolean array for holding the data \*/
25. **int** a = 0;
26. nodes[n]=**true**;
27. que.add(n);       /\* root node is added to the top of the queue \*/
28. **while** (que.size() != 0)
29. {
30. n = que.poll();        /\* remove the top element of the queue \*/
31. System.out.print(n+" ");    /\* print the top element of the queue \*/
32. **for** (**int** i = 0; i < adj[n].size(); i++)  /\* iterate through the linked list and push all neighbors into queue \*/
33. {
34. a = adj[n].get(i);
35. **if** (!nodes[a])      /\* only insert nodes into queue if they have not been explored already \*/
36. {
37. nodes[a] = **true**;
38. que.add(a);
39. }
40. }
41. }
42. }
43. **public** **static** **void** main(String args[])
44. {
45. BFSTraversal graph = **new** BFSTraversal(10);
46. graph.insertEdge(0, 1);
47. graph.insertEdge(0, 2);
48. graph.insertEdge(0, 3);
49. graph.insertEdge(1, 3);
50. graph.insertEdge(2, 4);
51. graph.insertEdge(3, 5);
52. graph.insertEdge(3, 6);
53. graph.insertEdge(4, 7);
54. graph.insertEdge(4, 5);
55. graph.insertEdge(5, 2);
56. graph.insertEdge(6, 5);
57. graph.insertEdge(7, 5);
58. graph.insertEdge(7, 8);
59. System.out.println("Breadth First Traversal for the graph is:");
60. graph.BFS(2);
61. }
62. }

**Output**

![Breadth First Search Algorithm](data:image/png;base64,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)

Conclusion

In this article, we have discussed the Breadth-first search technique along with its example, complexity, and implementation in java programming language. Here, we have also seen the real-life applications of BFS that show it the important data structure algorithm.

So, that's all about the article. Hope, it will be helpful and informative to you.
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In this article, we will discuss the DFS algorithm in the data structure. It is a recursive algorithm to search all the vertices of a tree data structure or a graph. The depth-first search (DFS) algorithm starts with the initial node of graph G and goes deeper until we find the goal node or the node with no children.

Because of the recursive nature, stack data structure can be used to implement the DFS algorithm. The process of implementing the DFS is similar to the BFS algorithm.

The step by step process to implement the DFS traversal is given as follows -

1. First, create a stack with the total number of vertices in the graph.
2. Now, choose any vertex as the starting point of traversal, and push that vertex into the stack.
3. After that, push a non-visited vertex (adjacent to the vertex on the top of the stack) to the top of the stack.
4. Now, repeat steps 3 and 4 until no vertices are left to visit from the vertex on the stack's top.
5. If no vertex is left, go back and pop a vertex from the stack.
6. Repeat steps 2, 3, and 4 until the stack is empty.

Applications of DFS algorithm

The applications of using the DFS algorithm are given as follows -

* DFS algorithm can be used to implement the topological sorting.
* It can be used to find the paths between two vertices.
* It can also be used to detect cycles in the graph.
* DFS algorithm is also used for one solution puzzles.
* DFS is used to determine if a graph is bipartite or not.

Algorithm

**Step 1:** SET STATUS = 1 (ready state) for each node in G

**Step 2:** Push the starting node A on the stack and set its STATUS = 2 (waiting state)

**Step 3:** Repeat Steps 4 and 5 until STACK is empty

**Step 4:** Pop the top node N. Process it and set its STATUS = 3 (processed state)

**Step 5:** Push on the stack all the neighbors of N that are in the ready state (whose STATUS = 1) and set their STATUS = 2 (waiting state)

[END OF LOOP]

**Step 6:** EXIT

Pseudocode

1. DFS(G,v)   ( v is the vertex where the search starts )
2. Stack S := {};   ( start with an empty stack )
3. **for** each vertex u, set visited[u] := **false**;
4. push S, v;
5. **while** (S is not empty) **do**
6. u := pop S;
7. **if** (not visited[u]) then
8. visited[u] := **true**;
9. **for** each unvisited neighbour w of uu
10. push S, w;
11. end **if**
12. end **while**
13. END DFS()

Example of DFS algorithm

Now, let's understand the working of the DFS algorithm by using an example. In the example given below, there is a directed graph having 7 vertices.
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Now, let's start examining the graph starting from Node H.

**Step 1** - First, push H onto the stack.

1. STACK: H

**Step 2** - POP the top element from the stack, i.e., H, and print it. Now, PUSH all the neighbors of H onto the stack that are in ready state.

1. Print: H]STACK: A

**Step 3** - POP the top element from the stack, i.e., A, and print it. Now, PUSH all the neighbors of A onto the stack that are in ready state.

1. Print: A
2. STACK: B, D

**Step 4** - POP the top element from the stack, i.e., D, and print it. Now, PUSH all the neighbors of D onto the stack that are in ready state.

1. Print: D
2. STACK: B, F

**Step 5** - POP the top element from the stack, i.e., F, and print it. Now, PUSH all the neighbors of F onto the stack that are in ready state.

1. Print: F
2. STACK: B

**Step 6** - POP the top element from the stack, i.e., B, and print it. Now, PUSH all the neighbors of B onto the stack that are in ready state.

1. Print: B
2. STACK: C

**Step 7** - POP the top element from the stack, i.e., C, and print it. Now, PUSH all the neighbors of C onto the stack that are in ready state.

1. Print: C
2. STACK: E, G

**Step 8** - POP the top element from the stack, i.e., G and PUSH all the neighbors of G onto the stack that are in ready state.

1. Print: G
2. STACK: E

**Step 9** - POP the top element from the stack, i.e., E and PUSH all the neighbors of E onto the stack that are in ready state.

1. Print: E
2. STACK:

Now, all the graph nodes have been traversed, and the stack is empty.

Complexity of Depth-first search algorithm

The time complexity of the DFS algorithm is **O(V+E)**, where V is the number of vertices and E is the number of edges in the graph.

The space complexity of the DFS algorithm is O(V).

Implementation of DFS algorithm

Now, let's see the implementation of DFS algorithm in Java.

In this example, the graph that we are using to demonstrate the code is given as follows -

![DFS algorithm](data:image/png;base64,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)

1. /\*A sample java program to implement the DFS algorithm\*/
3. **import** java.util.\*;
5. **class** DFSTraversal {
6. **private** LinkedList<Integer> adj[]; /\*adjacency list representation\*/
7. **private** **boolean** visited[];
9. /\* Creation of the graph \*/
10. DFSTraversal(**int** V) /\*'V' is the number of vertices in the graph\*/
11. {
12. adj = **new** LinkedList[V];
13. visited = **new** **boolean**[V];
15. **for** (**int** i = 0; i < V; i++)
16. adj[i] = **new** LinkedList<Integer>();
17. }
19. /\* Adding an edge to the graph \*/
20. **void** insertEdge(**int** src, **int** dest) {
21. adj[src].add(dest);
22. }
24. **void** DFS(**int** vertex) {
25. visited[vertex] = **true**; /\*Mark the current node as visited\*/
26. System.out.print(vertex + " ");
28. Iterator<Integer> it = adj[vertex].listIterator();
29. **while** (it.hasNext()) {
30. **int** n = it.next();
31. **if** (!visited[n])
32. DFS(n);
33. }
34. }
36. **public** **static** **void** main(String args[]) {
37. DFSTraversal graph = **new** DFSTraversal(8);
39. graph.insertEdge(0, 1);
40. graph.insertEdge(0, 2);
41. graph.insertEdge(0, 3);
42. graph.insertEdge(1, 3);
43. graph.insertEdge(2, 4);
44. graph.insertEdge(3, 5);
45. graph.insertEdge(3, 6);
46. graph.insertEdge(4, 7);
47. graph.insertEdge(4, 5);
48. graph.insertEdge(5, 2);
50. System.out.println("Depth First Traversal for the graph is:");
51. graph.DFS(0);
52. }
53. }

**Output**

![DFS algorithm](data:image/png;base64,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)

Conclusion

In this article, we have discussed the depth-first search technique, its example, complexity, and implementation in the java programming language. Along with that, we have also seen the applications of the depth-first search algorithm.

So, that's all about the article. Hope it will be helpful and informative to you.
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In this article, we will discuss the spanning tree and the minimum spanning tree. But before moving directly towards the spanning tree, let's first see a brief description of the graph and its types.

Graph

A graph can be defined as a group of vertices and edges to connect these vertices. The types of graphs are given as follows -

* **Undirected graph:** An undirected graph is a graph in which all the edges do not point to any particular direction, i.e., they are not unidirectional; they are bidirectional. It can also be defined as a graph with a set of V vertices and a set of E edges, each edge connecting two different vertices.
* **Connected graph:** A connected graph is a graph in which a path always exists from a vertex to any other vertex. A graph is connected if we can reach any vertex from any other vertex by following edges in either direction.
* **Directed graph:** Directed graphs are also known as digraphs. A graph is a directed graph (or digraph) if all the edges present between any vertices or nodes of the graph are directed or have a defined direction.

Now, let's move towards the topic spanning tree.

What is a spanning tree?

A spanning tree can be defined as the subgraph of an undirected connected graph. It includes all the vertices along with the least possible number of edges. If any vertex is missed, it is not a spanning tree. A spanning tree is a subset of the graph that does not have cycles, and it also cannot be disconnected.

A spanning tree consists of (n-1) edges, where 'n' is the number of vertices (or nodes). Edges of the spanning tree may or may not have weights assigned to them. All the possible spanning trees created from the given graph G would have the same number of vertices, but the number of edges in the spanning tree would be equal to the number of vertices in the given graph minus 1.

A complete undirected graph can have **nn-2** number of spanning trees where **n** is the number of vertices in the graph. Suppose, if **n = 5**, the number of maximum possible spanning trees would be **55-2 = 125.**

Applications of the spanning tree

Basically, a spanning tree is used to find a minimum path to connect all nodes of the graph. Some of the common applications of the spanning tree are listed as follows -

* Cluster Analysis
* Civil network planning
* Computer network routing protocol

Now, let's understand the spanning tree with the help of an example.

Example of Spanning tree

Suppose the graph be -
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As discussed above, a spanning tree contains the same number of vertices as the graph, the number of vertices in the above graph is 5; therefore, the spanning tree will contain 5 vertices. The edges in the spanning tree will be equal to the number of vertices in the graph minus 1. So, there will be 4 edges in the spanning tree.

Some of the possible spanning trees that will be created from the above graph are given as follows -
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Properties of spanning-tree

Some of the properties of the spanning tree are given as follows -

* There can be more than one spanning tree of a connected graph G.
* A spanning tree does not have any cycles or loop.
* A spanning tree is **minimally connected,** so removing one edge from the tree will make the graph disconnected.
* A spanning tree is **maximally acyclic,** so adding one edge to the tree will create a loop.
* There can be a maximum **nn-2** number of spanning trees that can be created from a complete graph.
* A spanning tree has **n-1** edges, where 'n' is the number of nodes.
* If the graph is a complete graph, then the spanning tree can be constructed by removing maximum (e-n+1) edges, where 'e' is the number of edges and 'n' is the number of vertices.

So, a spanning tree is a subset of connected graph G, and there is no spanning tree of a disconnected graph.

Minimum Spanning tree

A minimum spanning tree can be defined as the spanning tree in which the sum of the weights of the edge is minimum. The weight of the spanning tree is the sum of the weights given to the edges of the spanning tree. In the real world, this weight can be considered as the distance, traffic load, congestion, or any random value.

Example of minimum spanning tree

Let's understand the minimum spanning tree with the help of an example.
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The sum of the edges of the above graph is 16. Now, some of the possible spanning trees created from the above graph are -
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So, the minimum spanning tree that is selected from the above spanning trees for the given weighted graph is -
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Applications of minimum spanning tree

The applications of the minimum spanning tree are given as follows -

* Minimum spanning tree can be used to design water-supply networks, telecommunication networks, and electrical grids.
* It can be used to find paths in the map.

Algorithms for Minimum spanning tree

A minimum spanning tree can be found from a weighted graph by using the algorithms given below -

* Prim's Algorithm
* Kruskal's Algorithm

Let's see a brief description of both of the algorithms listed above.

**Prim's algorithm -** It is a greedy algorithm that starts with an empty spanning tree. It is used to find the minimum spanning tree from the graph. This algorithm finds the subset of edges that includes every vertex of the graph such that the sum of the weights of the edges can be minimized.

To learn more about the prim's algorithm, you can click the below link - <https://www.javatpoint.com/prim-algorithm>

**Kruskal's algorithm -** This algorithm is also used to find the minimum spanning tree for a connected weighted graph. Kruskal's algorithm also follows greedy approach, which finds an optimum solution at every stage instead of focusing on a global optimum.

To learn more about the prim's algorithm, you can click the below link - <https://www.javatpoint.com/kruskal-algorithm>

So, that's all about the article. Hope the article will be helpful and informative to you. Here, we have discussed spanning tree and minimum spanning tree along with their properties, examples, and applications.
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In this article, we will discuss the Linear Search Algorithm. Searching is the process of finding some particular element in the list. If the element is present in the list, then the process is called successful, and the process returns the location of that element; otherwise, the search is called unsuccessful.

Two popular search methods are Linear Search and Binary Search. So, here we will discuss the popular searching technique, i.e., Linear Search Algorithm.

Linear search is also called as **sequential search algorithm.** It is the simplest searching algorithm. In Linear search, we simply traverse the list completely and match each element of the list with the item whose location is to be found. If the match is found, then the location of the item is returned; otherwise, the algorithm returns NULL.

It is widely used to search an element from the unordered list, i.e., the list in which items are not sorted. The worst-case time complexity of linear search is **O(n).**

The steps used in the implementation of Linear Search are listed as follows -

* First, we have to traverse the array elements using a **for** loop.
* In each iteration of **for loop,** compare the search element with the current array element, and -
  + If the element matches, then return the index of the corresponding array element.
  + If the element does not match, then move to the next element.
* If there is no match or the search element is not present in the given array, return **-1.**

Now, let's see the algorithm of linear search.

Algorithm

1. Linear\_Search(a, n, val) // 'a' is the given array, 'n' is the size of given array, 'val' is the value to search
2. Step 1: set pos = -1
3. Step 2: set i = 1
4. Step 3: repeat step 4 while i **<**= n
5. Step 4: if a[i] == val
6. set pos = i
7. print pos
8. go to step 6
9. [end of if]
10. set ii = i + 1
11. [end of loop]
12. Step 5: if pos = -1
13. print "value is not present in the array "
14. [end of if]
15. Step 6: exit

Working of Linear search

Now, let's see the working of the linear search Algorithm.

To understand the working of linear search algorithm, let's take an unsorted array. It will be easy to understand the working of linear search with an example.

Let the elements of array are -
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Let the element to be searched is **K = 41**

Now, start from the first element and compare **K** with each element of the array.
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The value of **K,** i.e., **41,** is not matched with the first element of the array. So, move to the next element. And follow the same process until the respective element is found.
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Now, the element to be searched is found. So algorithm will return the index of the element matched.

Linear Search complexity

Now, let's see the time complexity of linear search in the best case, average case, and worst case. We will also see the space complexity of linear search.

1. Time Complexity

|  |  |
| --- | --- |
| **Case** | **Time Complexity** |
| **Best Case** | O(1) |
| **Average Case** | O(n) |
| **Worst Case** | O(n) |

* **Best Case Complexity -** In Linear search, best case occurs when the element we are finding is at the first position of the array. The best-case time complexity of linear search is **O(1).**
* **Average Case Complexity -** The average case time complexity of linear search is **O(n).**
* **Worst Case Complexity -** In Linear search, the worst case occurs when the element we are looking is present at the end of the array. The worst-case in linear search could be when the target element is not present in the given array, and we have to traverse the entire array. The worst-case time complexity of linear search is **O(n).**

The time complexity of linear search is **O(n)** because every element in the array is compared only once.

2. Space Complexity

|  |  |
| --- | --- |
| **Space Complexity** | O(1) |

* The space complexity of linear search is O(1).

Implementation of Linear Search

Now, let's see the programs of linear search in different programming languages.

**Program:** Write a program to implement linear search in C language.

1. #include <stdio.h>
2. **int** linearSearch(**int** a[], **int** n, **int** val) {
3. // Going through array sequencially
4. **for** (**int** i = 0; i < n; i++)
5. {
6. **if** (a[i] == val)
7. **return** i+1;
8. }
9. **return** -1;
10. }
11. **int** main() {
12. **int** a[] = {70, 40, 30, 11, 57, 41, 25, 14, 52}; // given array
13. **int** val = 41; // value to be searched
14. **int** n = **sizeof**(a) / **sizeof**(a[0]); // size of array
15. **int** res = linearSearch(a, n, val); // Store result
16. printf("The elements of the array are - ");
17. **for** (**int** i = 0; i < n; i++)
18. printf("%d ", a[i]);
19. printf("\nElement to be searched is - %d", val);
20. **if** (res == -1)
21. printf("\nElement is not present in the array");
22. **else**
23. printf("\nElement is present at %d position of array", res);
24. **return** 0;
25. }

**Output**
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**Program:** Write a program to implement linear search in C++.

1. #include <iostream>
2. **using** **namespace** std;
3. **int** linearSearch(**int** a[], **int** n, **int** val) {
4. // Going through array linearly
5. **for** (**int** i = 0; i < n; i++)
6. {
7. **if** (a[i] == val)
8. **return** i+1;
9. }
10. **return** -1;
11. }
12. **int** main() {
13. **int** a[] = {69, 39, 29, 10, 56, 40, 24, 13, 51}; // given array
14. **int** val = 56; // value to be searched
15. **int** n = **sizeof**(a) / **sizeof**(a[0]); // size of array
16. **int** res = linearSearch(a, n, val); // Store result
17. cout<<"The elements of the array are - ";
18. **for** (**int** i = 0; i < n; i++)
19. cout<<a[i]<<" ";
20. cout<<"\nElement to be searched is - "<<val;
21. **if** (res == -1)
22. cout<<"\nElement is not present in the array";
23. **else**
24. cout<<"\nElement is present at "<<res<<" position of array";
25. **return** 0;
26. }

**Output**

![Linear Search Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement linear search in C#.

1. **using** System;
2. **class** LinearSearch {
3. **static** **int** linearSearch(**int**[] a, **int** n, **int** val) {
4. // Going through array sequencially
5. **for** (**int** i = 0; i < n; i++)
6. {
7. **if** (a[i] == val)
8. **return** i+1;
9. }
10. **return** -1;
11. }
12. **static** **void** Main() {
13. **int**[] a = {56, 30, 20, 41, 67, 31, 22, 14, 52}; // given array
14. **int** val = 14; // value to be searched
15. **int** n = a.Length; // size of array
16. **int** res = linearSearch(a, n, val); // Store result
17. Console.Write("The elements of the array are - ");
18. **for** (**int** i = 0; i < n; i++)
19. Console.Write(" " + a[i]);
20. Console.WriteLine();
21. Console.WriteLine("Element to be searched is - " + val);
22. **if** (res == -1)
23. Console.WriteLine("Element is not present in the array");
24. **else**
25. Console.Write("Element is present at " + res +" position of array");
26. }
27. }

**Output**

![Linear Search Algorithm](data:image/png;base64,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)

**Program:** Write a program to implement linear search in Java.

1. **class** LinearSearch {
2. **static** **int** linearSearch(**int** a[], **int** n, **int** val) {
3. // Going through array sequencially
4. **for** (**int** i = 0; i < n; i++)
5. {
6. **if** (a[i] == val)
7. **return** i+1;
8. }
9. **return** -1;
10. }
11. **public** **static** **void** main(String args[]) {
12. **int** a[] = {55, 29, 10, 40, 57, 41, 20, 24, 45}; // given array
13. **int** val = 10; // value to be searched
14. **int** n = a.length; // size of array
15. **int** res = linearSearch(a, n, val); // Store result
16. System.out.println();
17. System.out.print("The elements of the array are - ");
18. **for** (**int** i = 0; i < n; i++)
19. System.out.print(" " + a[i]);
20. System.out.println();
21. System.out.println("Element to be searched is - " + val);
22. **if** (res == -1)
23. System.out.println("Element is not present in the array");
24. **else**
25. System.out.println("Element is present at " + res +" position of array");
26. }
27. }

**Output**

![Linear Search Algorithm](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoAAAAB9AgMAAABPMDpeAAAADFBMVEXAwMAAAP+ImM8AAAAT1oNTAAAEl0lEQVR42uyXMW4cMQxFv4rfJwB5HxWenoXmPkmRA6TwfSOS1qwNYxdRoc0kmQ+Iokmt9TCCdvbjG06uC/CfB3y1mHZt2ggIDmmFjZxHph4Ez9MPAb4A8vWFLPX91sQNUI46nw7IYgJIqeQAuqHcAXyeEpADUEqjidBojkJT81xFkHOPAoxVWK0EBEoNwAZCIBIjj1jiLyprziLcgLEK65WAMHHA2JhNfABg8bo2tg5lOQtIYKzCeuURQ94APUsBjmL5OIkxD8DQk56gdEAGYBy1CPNgEzBE3Gay2FiF5RrfgyWuQA2AraNuNEB37g7CrXdszNoBxyrc16o3yd2nMrFqKSANdzS56j96F1+AF+CkLsDT6QK8ACd1AZ5O8754Qut98Uls51/oi4EHvnhCy3wx8MAXT2iZL8YjXzyhZb4Yj3zxhJb5YuC+L8aElvli4L4vxoRW+OKz6ZMvPptO/y6+AC/ASV2Ap9MFeAFO6gI8nV6b3v0lU+x3nLA7aoAWn6/sOYQt6rvnqNGNNRCvaJsA/PnCkdoBNpDFc+KxJHftcvslBNA8CjIvNbr0iBZdTOh7/QzIdzOnALWKdswmmoCeawKqx9J6ZRowfHAfRtPWR49ZYRzg6KuEL2bmtI+AGE9wBygeBaDnpUZ390jxyizg5p8QCYu0pTnKijoYsh/uWHtk5l7THV1q6rDGFoBbsG5ed0ZJQPMKbPzfOUBqA/owbbL1IURQiEci++6KufXIzLV9POOOYR51c3CPEJjnvRP1iLtXIJOAvr4PE8gmCWY3wOwHtkdmLvgISLwB0isZHS0jofSI3GoW8NMR93EASvYHYGmZixx8XXmUxy3OO/sOULJy3KcZ427Ktyux04R9SLGsqG85+ptWdccsmXstxVitjTViA7B7pAXgrm3Ue7ZH11a+SQzP1DygVjzUHwf8xa4ZpigQw1D4FcwNMkfa//1Rj9QjeN8lPqdpZFx2wBbBPjDUBOFBbT+Smem6Hf4jtqPvJWwwqTteNUUGpwC7AD/tDPK8zlB9YrD8ZdBF6s5QvfQMBh4cZsxtMm2fwgxMpO4M1dIzGOAVvF/OPpm2NWlKBpO6E1QvO4ODQfIXPpneCg0KKNJ1gqozOBhUmB2fTCtoELkZnHRIUs9gY2/b4jCZ9i2efIpv157BADmsxWI/mbYVIPutSbq+1heRZBl8O4vzv956ywF7GcMUWXxoMLWo6gZTj0jFOEUWH0k8asy+/N1IFpO2Wja1lWctQq3yyBdW2T/Hvnkoi5F5UcumFLP3mMwOr+zMp8ne54a+eSSLSVsR63wFjdCFNmlQEA0KYt8MjGMxaWsGoY3FNOEGkZ8Nxr4ZA1nsWwzL7Nk9dlusxwYTATiOxaStFD4jbtkfi6zc89fEPlrZP4e+mRpLErFwpuLKMwyy+z1XifUvYvEyuAye1DL4cVoGf9s1gxsAQBCIuZmru5k+9fjxa0w7QUMgfKpgEwVxZEcNpHTUPKKj5tWDpaPm9ZeloyYu4dtRQyd4O2rmDj4dNfKKs6Oeew0Y8UkU/PEXK6hgEwVxKKhgEwVx0AUPPmgr3isI8YwAAAAASUVORK5CYII=)

**Program:** Write a program to implement linear search in JavaScript.

1. **<html>**
2. **<head>**
3. **</head>**
4. **<body>**
5. **<script>**
6. var a = [54, 26, 9, 80, 47, 71, 10, 24, 45]; // given array
7. var val = 71; // value to be searched
8. var n = a.length; // size of array
9. function linearSearch(a, n, val) {
10. // Going through array sequencially
11. for (var i = 0; i **<** **n**; i++)
12. {
13. if (a[i] == val)
14. return i+1;
15. }
16. return -1
17. }
18. var res = linearSearch(a, n, val); // Store result
19. document.write("The elements of the array are: ");
20. for (i = 0; i **<** **n**; i++)
21. document.write(" " + a[i]);
22. document.write("**<br>**" + "Element to be searched is: " + val);
23. if (res == -1)
24. document.write("**<br>**" + "Element is not present in the array");
25. else
26. document.write("**<br>**" + "Element is present at " + res +" position of array");
27. **</script>**
28. **</body>**
29. **</html>**

**Output**
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**Program:** Write a program to implement linear search in PHP.

1. **<?php**
2. $a = array(45, 24, 8, 80, 62, 71, 10, 23, 43); // given array
3. $val = 62; // value to be searched
4. $n = sizeof($a); //size of array
5. function linearSearch($a, $n, $val) {
6. // Going through array sequencially
7. for ($i = 0; $i **<** $n; $i++)
8. {
9. if ($a[$i] == $val)
10. return $i+1;
11. }
12. return -1;
13. }
14. $res = linearSearch($a, $n, $val); // Store result
15. echo "The elements of the array are: ";
16. for ($i = 0; $i **<** $n; $i++)
17. echo " " , $a[$i];
18. echo "**<br>**" , "Element to be searched is: " , $val;
19. if ($res == -1)
20. echo "**<br>**" , "Element is not present in the array";
21. else
22. echo "**<br>**" , "Element is present at " , $res , " position of array";
23. **?>**

**Output**

![Linear Search Algorithm](data:image/png;base64,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)

So, that's all about the article. Hope the article will be helpful and informative to you.